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CHAPTER 1

Introduction

Welcome to Functional Programming in R 4. 1wrote this book to have
teaching material beyond the typical introductory level most textbooks
on R have, where functions are simple constructions for wrapping up
some reusable instructions that you can then call when you need those
instructions run. In languages such as R, functions are more than this.
They are objects in their own right that you can also treat as data, create
and manipulate and pass around like other objects, and learning how to
do this will make you a far more effective R programmer.

The R language is a multiparadigm language with elements from
procedural programming, object-oriented programming, and functional
programming. Procedural programming focuses on the instructions you
want the computer to execute—add these numbers, put the result in
this variable, loop through this list, etc. Object-oriented programming,
on the other hand, focuses on what kind of data you manipulate, which
operations you can perform on them, and how they change when you
manipulate them. If you are interested in these aspects of the R language, I
have written another book, Advanced Object-Oriented Programming in R,
also by Apress, that you might be interested in.

Functional programming is the third style of programming, where
the focus is on transformations. Functions transform data from input to
output, and by composing transformations, you construct programs from
simpler functions to more involved pipelines for your data. In functional
programming, functions themselves are considered data, and just as with
other data, you can write transformations that take functions as input and
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produce (other) functions as output. You can thus write simple functions,
then adapt them (using other functions to modify them), and combine
them in various ways to construct complete programs.

The R programming language supports procedural programming,
object-oriented programming, and functional programming, but it is mainly
a functional language. It is not a “pure” functional language. Pure functional
languages will not allow you to modify the state of the program by changing
values parameters hold and will not allow functions to have side effects (and
need various tricks to deal with program input and output because of it).

R is somewhat close to “pure” functional languages. In general, data
is immutable, so changes to data inside a function do ordinarily not
alter the state of data outside that function. But R does allow side effects,
such as printing data or making plots, and, of course, allows variables to
change values.

Pure functions have no side effects, so a function called with the same
input will always return the same output. Pure functions are easier to
debug and to reason about because of this. They can be reasoned about in
isolation and will not depend on the context in which they are called. The
R language does not guarantee that the functions you write are pure, but
you can write most of your programs using only pure functions. By keeping
your code mostly purely functional, you will write more robust code and
code that is easier to modify when the need arises.

You will want to move the impure functions to a small subset of your
program. These functions are typically those that need to sample random data
or that produce output (either text or plots). If you know where your impure
functions are, you know when to be extra careful with modifying code.

The next chapter contains a short introduction to functions in R. Some
parts you might already know, and so feel free to skip ahead, butI give a
detailed description of how functions are defined and used to ensure that
we are all on the same page. The following chapters then move on to more
complex issues.



CHAPTER 2

Functions in R

In this chapter, we cover how to write functions in R. If you already know
much of what is covered, feel free to skip ahead. We will discuss the

way parameters are passed to functions as “promises,” a way of passing
parameters known as lazy evaluation. If you are not familiar with that but
know how to write functions, you can jump forward to that section. We will
also cover how to write infix operators and replacement functions, so if you
do not know what those are, and how to write them, you can skip ahead to
those sections. If you are new to R functions, continue reading from here.

Writing Functions in R

You create an R function using the function keyword or, since R 4.1, the
\ () syntax. For example, we can write a function that squares numbers
like this:

square <- function(x) x**2
or like this:

square <- \(x) x**2

and then use it like this:
square(1:5)

# [1] 1 4 9 16 25
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CHAPTER 2  FUNCTIONS IN R

The shorter syntax, \(x) x**2, is intended for so-called “lambda
expressions,” and the backslash notation is supposed to look like the Greek
letter lambda, A. Lambda expressions are useful when we need to provide
short functions as arguments to other functions, which is something we
return to in later chapters. Usually, we use the function() syntax when
defining reusable functions, and I will stick to this notation in every case
where we define and name a function the way we did for square earlier.

The function we have written takes one argument, x, and returns the
result x**2. The return value of a function is always the last expression
evaluated in it. If you write a function with a single expression, you can
write it as earlier, but for more complex functions, you will typically need
several statements in it. If you do, you can put the function’s body in curly
brackets like this:

square <- function(x) {
x**2

The following function needs the curly brackets since it needs three
separate statements to compute its return value, one for computing the
mean of its input, one for getting the standard deviation, and a final
expression that returns the input scaled to be centered on the mean and
having one standard deviation.

rescale <- function(x) {
m <- mean(x)
s <- sd(x)
(x -m) /s

The first two statements are just there to define some variables we can
use in the final expression. This is typical for writing short functions.
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Variables you assign to inside a function will only be visible from inside
the function. When the function completes its execution, the variables
cease to exist. From inside a function, you can see the so-called local
variables—the function arguments and the variables you assign to in the
function body—and you can see the so-called global variables—those
assigned to outside of the function. Outside of the function, however, you
can only see the global variables. At least that is a good way to think about
which variables you can see at any point in a program until we get to the
gritty details in Chapter 4. For now, think in terms of global variables and
local variables, where anything you write outside a function is in the first
category and can be seen by anyone, and where function parameters
and variables assigned to inside functions are in the second category;
see Figure 2-1. If you have the same name for both a global and a local
variable, as in the figure where we have a global variable x and a function
parameter X, then the name always refers to the local variable.

Global variables

X ¢ 1:4 x: 1234

rescape ¢« function(x) { .. } <function object>
rescale: —

{ Local variables for rescale(3:6)
m < mean(x)
s « sd(x) X: 3456
(x-m /s m: 4.5
}
s: 1.29

Figure 2-1. Local and global variables

Assignments are really also expressions. They return an object, the
value that is being assigned; they just do so quietly. R considers some
expressions “invisible,” and while they do evaluate to some value or
other—all expressions do—R does not print the result. Assignments are
invisible in this way; they do return to the value on the right-hand side of the
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assignment, but R makes the result invisible. You can remove this invisibility
by putting an assignment in parentheses. The parentheses make R remove
the invisibility of the expression result, so you see the actual value:

(x <- 1:5)
## [1] 1 2 3 4 5

You can also go the other way and make a value invisible. When you

evaluate an expression, R will print it:
x**2
# [1] 1 4 9 16 25

but if you put the expression in a call to invisible, R will not print
the result:

invisible(x**2)

We usually use assignments for their side effect, assigning a name to
avalue, so you might not think of them as expressions, but everything
you do in R is actually an expression. That includes control structures
like if-statements and for-loops. They return values. They are actually
functions themselves, and they return values. If you evaluate an
if-statement, you get the value of the last expression in the branch it takes:

if (2 + 2 == 4) "Brave New World" else "1984"
## [1] "Brave New World"

If you evaluate a loop, you get the value NULL (and not the last
expression in its body):

x <- for (i in 1:10) i
X

## NULL
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Even parentheses and subscripting are functions. Parentheses
evaluate to the value you put inside them (but stripped of invisibility), and
subscripting, [...] or [[...]], evaluates to some appropriate value on the
data structure you are accessing (and you can define how this will work for
your own data structures if you want to).

If you want to return a value from a function before its last expression,
you can use the return function. It might look like a keyword, but it is a
function, and you need to include the parentheses when you use it. Many
languages will let you return a value by writing

return expression
NotR. In R, you need to write
return(expression)

If you are trying to return a value, this will not cause you much trouble.
Rwill tell you that you have a syntax error if you use the former and
not the latter syntax. Where it can be a problem is if you want to return
from a function without providing a value (in which case the function
automatically returns NULL).

If you write something like this:

f <- function(x) {
if (x < 0) return;
# Something else happens here...

}

you will not return if x is negative. The if-expression evaluates to the
function return, which is not what you want. Instead, you must write

f <- function(x) {
if (x < 0) return();
# Something else happens here...

}



