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INTRODUCTION

Welcome to Foundation ActionScript for Flash 8, the fourth edition of this legendary ActionScript
book.

ActionScript is, quite simply, the driving force behind Flash applications, allowing you to go beyond
simple tweened animations and give your movies intelligence, power, and class! The current version
of ActionScript in Flash 8, 2.0, is a fully featured, very powerful programming language.

But ActionScript is that scary code stuff that programmers do, right? Wrong. ActionScript adds
power and potential to your design work. It’s not going to turn you into a reclusive nerd who speaks
in 1s and 0s, and who only comes out after dark. It’s going to turn you into someone who finally has
the power to achieve his or her web design goals, rather than being hemmed in by frustrating
limitations.

And Flash 8 has a treasure trove of new features for you to play with. It has amazing new design fea-
tures such as filters and blend modes, features such as bitmap caching to enhance the speed of your
movies, exciting new video capabilities, a great new BitmapData API for manipulating images on the
fly, and much more.

If you know nothing or little about ActionScript, this book will provide you with a real foundation of
knowledge from which you can build some awe-inspiring structures. You’'ll learn all the important
stuff you’ll need to make that giant leap toward becoming an ActionScript guru.

What you need to know

You’ve picked up this book, so we guess that you have the Flash basics under your belt. You'll prob-
ably have built some basic timeline-based movies with tweens and so on, and you may have read an
introductory Flash book such as friends of ED’s acclaimed Foundation Flash 8. If you haven’t, we do
recommend looking at it; you can find it at www.friendsofed.com.

If you don’t have a copy of Flash 8 yet, you can download a fully functional 30-day free trial from
www.macromedia.com. You can use either the Basic or Professional edition of Flash with this book,
but we highly recommend going for Professional, as it features even more amazing functionality
than the Basic edition!
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FLAs for download

There’s a wealth of code and support files available for this book. They’re organized by chap-
ter at the Foundation ActionScript for Flash 8 page at www.friendsofed.com. Look under the
book option on the site’s main navigation to find it, and feel free to look around the site in
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The case study: Futuremedia

Throughout the course of this book you’ll create a website called Futuremedia from scratch.
You can access a fully functioning version of the website you’ll be building as you progress
through this book at the URL you’ll find on the downloads page (or you can go to
www . futuremedia.org.uk for the latest incarnation).

Centering the Futuremedia site in the browser

When you publish the Futuremedia site, you should use the following settings in the File »
Publish Settings » HTML tab:
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Publish Settings
Current profile: default m EYEEEILE]
(Forms | P oo,

[ Flash Only B (il )
[ Detect Flash Version
Version: & . 0 . 0
i i | Match Mavie m
Width: Height:
800 X 600 pixels

Playback: || Paused at start ™ Display menu
™ Loop ] Device font

Quality: | High B

window Mode: (Window %)
HTML al (Default 1)
Scale: | Default (Show all) E

Horizontal: Vertical:
Flash | Center 4] [ center =)

E Shew warning messages

(“publish ) ( Cancel ) (ESOKED)

With these settings, you’ll see something like this in the browser (press F12 to publish the site
and view it in your browser):

[=Nala] index [

¥ 4G Seanch oy T N ety T, At autetin I aptians.

futuremedia

media people

XIX
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That’s fine, but most professional sites center the Flash site in the browser, so it looks some-
thing like this instead:

ana index P

F G search o T PR Gy, mutetink [ Auern [ opsians

futuremedia

media pecple

There’s no direct way of achieving this in Flash—you have to edit the HTML. To do this, find
the HTML file created by Flash (it will be in the same folder as the FLA), and open it in a text
editor such as Notepad. You'll see something like this:

<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" s
"http://www.w3.0rg/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns=http://www.w3.0rg/1999/xhtml xml:lang="en" lang="en">
<head>
<meta http-equiv="Content-Type" content="text/html;ws
charset=iso-8859-1" />
<title>index</title>
</head>
<body bgcolor="#666666">
<!--urls used in the movie-->
<!--text used in the movie-->
<!--
futuremedia
future work
media people
loading:
this is a skip-intro free site
-->
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<object classid="clsid:d27cdbbe-ae6d-=

11cf-

96b8-444553540000" codebase=w

"http://fpdownload.macromedia.com/pub/ =
shockwave/cabs/flash/swflash.cab#e
version=8,0,0,0" width="800" height=w
"600" id="index" align="middle">

<param
<param
<param
<param
<embed

name="allowScriptAccess" value="sameDomain" />
name="movie" value="index.swf" />
name="quality" value="high" />

name="bgcolor" value="#666666" />
src="index.swf" quality="high"w>

bgcolor="#666666" width="800" height=w
"600" name="index" align="middle"w»
allowScriptAccess="sameDomain" type='w»
"application/x-shockwave-flash"ws
pluginspage="http://www.macromedia.com/=
go/getflashplayer" />

</object>

</body>
</html>

This is XHTML, so you should really play ball and use CSS and <div> and <span>, and no HTML
tables or table horizontal and vertical centering (not least because vertical centering of a table
doesn’t work in XHTML!). Add the following lines to create a CSS-based centered-in-browser

page:

<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN"
"http://www.w3.0rg/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns=http://www.w3.0rg/1999/xhtml xml:lang="en" lang="en">

<head>

<meta http-equiv="Content-Type" content="text/html;w=
charset=iso0-8859-1" />

<title>index</title>

<style type="text/css">

<l--
body

{

margin: Opx;
background-color:#666666;

}

#centercontent

{

text-align: center;
margin-top: -300px;
margin-left: -400px;
position: absolute;
top: 50%;

left:

50%;
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-->

</style>

</head>

<body>

<!--urls used in the movie-->

<!--text used in the movie-->

<!--
futuremedia
future work
media people
loading:
this is a skip-intro free site

-->

<div id="centercontent">

<object classid="clsid:d27cdb6e-ae6d-=
11cf-96b8-444553540000" codebase==»
"http://fpdownload.macromedia.com/pub/ =
shockwave/cabs/flash/swflash.cabie
version=8,0,0,0" width="800" height=w
"600" id="index" align="middle">

<param name="allowScriptAccess" value="sameDomain" />

<param name="movie" value="index.swf" />

<param name="quality" value="high" />

<param name="bgcolor" value="#666666" />

<embed src="index.swf" quality="high"w
bgcolor="#666666" width="800" height=\w
"600" name="index" align="middle"ws
allowScriptAccess="sameDomain" type=w=»
"application/x-shockwave-flash"ws
pluginspage="http://www.macromedia.com/=
go/getflashplayer" />

</object>

</div>

</body>

</html>

Note also that the deprecated bgcolor attribute has been removed from the <body> element
and replaced with a nice shiny new standards-compliant CSS rule.
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Layout conventions

To keep this book as clear and easy to follow as possible, the following text conventions are
used throughout.

Important words or concepts are normally highlighted on the first appearance in bold type.
Code is presented in fixed-width font.

New or changed code is normally presented in bold fixed-width font.

Pseudo-code and variable input are written in italic fixed-width font.

Menu commands are written in the form Menu » Submenu » Submenu.

Where we want to draw your attention to something, we’ve highlighted it like this:

Ahem, don’t say we didn’t warn you.

Sometimes code won’t fit on a single line in a book. Where this happens, we use an arrow like
this: =,

This is a very, very long section of code that should be written =
all on the same line without a break.

PCs and Macs

To make sure this book is as useful to you as possible, we’ve tried to avoid making too many
assumptions about whether you're running Flash on a PC or a Mac. However, when it comes to
mouse clicks and modifier buttons, we can’t generalize. There’s no two ways about it: they’re
different!

When we use the term “click,” we mean left-click on the PC or simply click on the Mac. On the
other hand, a right-click on the PC corresponds to holding down the Ctrl button and clicking
on the Mac. This is abbreviated as Ctrl-click.

Another important key combination on the PC is when you hold down the Ctrl key while you
press another key (or click something). This sort of thing is abbreviated as Ctrl-click. The Mac
equivalent is to hold down the Cmd key (also known as the “apple” or “flower” key) instead,
so you’ll normally see this written out in the form Ctrl+C/Cmd+C, or Ctrl+V/Cmd+V, for
example.

OK, now that we’ve taken care of the preliminaries, let’s get to work!
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Chapter 1

INTERACTIVE FLASH

What we’ll cover in this chapter:

m Introducing ActionScript and the Actions panel

m Using actions to give commands to a Flash movie

m Targeting actions at different things in a movie

m Listening to Flash and handling Flash events

m Writing callbacks so that real-time events can trigger actions
m Using variables as containers for storing information
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So, what’s this ActionScript business all about? You may well have done loads of great stuff with Flash
already, but you still keep hearing people say you’ve barely scratched the surface because you haven’t
learned to program your movies. On the other hand, programming is supposed to be a strange and
highly complex business, practiced by myopic young people with pale skin and peculiar taste in music.
Programming is for hackers, not artists. That’s a path in life many would probably rather avoid.

Fortunately, there’s some good news. Programming is a bit like mountaineering: there are dedicated
full-timers who might spend every waking minute preparing to tackle the north face of Eiger, even if
that means their day-to-day lives come to resemble some kind of hideous training regimen. However,
there are plenty more folks who'll just take a few weeks out from “normal life” to join a trek up Mount
Kilimanjaro and get back home fit, tanned, and with a whole new perspective on things—not to men-
tion a great big wad of stunning photos!

We’re not going to suggest that learning ActionScript is somehow going to get you fit and tanned. But
it can help you to race ahead with making rich, powerful, truly fantastic Flash movies that will leave
most non-ActionScripting Flash-meisters wondering how to even begin creating such things. So, to get
back to the point, what’s this ActionScript business all about? Well, as far too many irritating game
show hosts have reminded us over the years, “The clue is in the question.” There are two words to
consider:

Action
Script

We all know what these words mean: an action is something you do, and a script is something actors
read so that they know what to say and do when they go on stage or in front of a camera. Well, that’s
really all there is to it. ActionScript is like a script that you give to a Flash movie, so that you can tell it
what to do and when to do it—that is, you give it actions to perform.

The analogy between ActionScript and film scripts is more than just a metaphor. When
writing ActionScript, | often like to assume that I'm writing scripts for human actors, and
before | write code, | figure out how | would say what | want to do to a real actor before
implementing it in ActionScript. This is actually a very good test—if you find you aren’t
able to find the words needed, it’s probably because you don’t really understand your
problem, and it’s time to turn away from the machine and work it out on paper first.

—Sham Bhangal

Giving your movies instructions

Actions are the basic building blocks of ActionScript. It’s sometimes helpful to think of them as
instructions you give to the movie, or even better, as commands. You tell the movie to stop. You tell
it to start again. You tell it to go to such and such a frame, and start playing from there. You probably
get the idea. Whenever you want to tell your movie to do something that it wouldn’t normally do any-
way, you can do so by giving it an action.
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Since this book is about ActionScript, we’ll stick to using the word “actions.” If you mention
actions to programmers who don’t use Flash, though, they may look at you blankly for a
moment before saying, “Ah, you mean commands!” In our view, it’s well worth keeping the
idea that actions are the same thing as commands at the back of your mind.

As you know if you've sneaked a look already, there are stacks of different actions available in Flash,
which makes it (a) possible to do all sorts of weird and wonderful things to your movies, and (b) pretty
hard to know where to start. Don’t worry, though, we have a cunning plan! You'll start off by looking
at some simple actions that let you start and stop a movie’s main timeline, and then you’ll move on to
look at jumping about from one frame to another. Nothing too tricky to begin with.

Before you start writing actions, though, we need to make an important introduction. The Actions
panel will be your partner in crime throughout this chapter, the rest of the book, and your future
career as an ActionScript hero. Let’s check it out.

If you own the Professional version of Flash, you have the ability to open a full-screen
ActionScript editor by choosing File » New and then selecting ActionScript File from the
General tab of the New Document window that will appear. This editor is actually very
similar to the normal Actions panel. The major difference with the full-screen editor is it’s
just that—there’s no stage and no timeline. The full-screen editor is designed for writing a
stand-alone ActionScript file, something you’ll have the option to use as you build your
website. Just because this is a beginner book doesn’t mean we’re not going to fully cover
the Professional version of Flash as well as the Basic edition, so don’t worry, we haven’t
forgotten you!

Working with the Actions panel

The Actions panel is where you’ll be writing all your ActionScript, so it will pay for you to know your
way around it before you make a proper start. Before you do, though, let’s make sure we’re all on the
same page. Open a new Flash document and select Window » Workspace Layout » Default, and the
interface should go back to the out-of-the-box state.

If you ever get to a point at which you have many panels open and a generally cluttered
screen, Window » Workspace Layout » Default is a good option to select—you don’t
lose your work in progress by doing it. It’s also a good idea to select this option before you
start any of the step-by-step tutorials.
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First, you need to open up the Actions panel. As with any panel, there are | Phctione

several ways to do this, but for now we’ll go for the Window » Actions menu
selection as the cross-platform-friendly option.

You can also open (and close) the Actions panel with the F9 keyboard shortcut.

Here’s a can of worms . . .

If you’re using a Mac with Exposé enabled with the default settings, you’ll soon discover
that pressing F9 triggers Exposé and doesn’t open the Actions panel in Flash at all! If

this is the case and you don’t want to mess with Exposé, pressing Option+F9 will open
the Actions panel.

However, those who were already hooked on the F9 shortcut before Apple introduced
Exposé will have to change the keyboard shortcut for their little zoomy friend Exposé.

However you opened the Actions panel, this is how it should look when you open it for the first time:

ii w Actions - Frame i

ActionScript 1.0 & 2.0

1]
Global Functions E.A 1
Global Properties =
Operators
Statemnents
@ ActionScript 2.0 Classes
Client /Server and ...
Core
Medi

=T i'vH

& \ Script Assist @

S —
=] Current Selection

------ El Layer 1 Fra..

% Scene 1

El Layer 1:1 <

Line 1 of 1, Col 1

Let’s take a look at what we have here. At the bottom is a little tab that looks like this:

[EXE=TmE

This tab tells you that any actions you add are going to be attached to a frame. You also know the
actions will be attached to a layer called Layer 1, and on frame 1 of that layer via the text Layer 1 : 1 ...
um . .. you also know this must be true because that’s the only frame you have at the moment!
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Actions are always attached to something—usually a keyframe. (You can also attach a script to a movie
clip or button using an older style of ActionScript coding, but you will not be using that in this book—
it's outdated and not recommended anymore.)

You tell Flash what you’re attaching to by selecting it before you start typing in the Actions panel. The
tab is very useful because it reminds you what you’re attaching to and where it is. Sometimes this may
not be obvious (because you have, for example, selected the wrong thing in error), and you should
always get into the habit of checking the tab to make sure what Flash thinks it should be attaching to
is what you want it to attach the script to. Most scripts will not work properly (or at all) if you get this
wrong.

Sometimes you’ll find that the script you’re writing suddenly vanishes. This is one of those “Oh my
God, I've lost all my stuff!” moments that every beginner has, but not to worry, it usually only means
the keyframe you’re attaching to has somehow become unselected, and something on the main stage
is now selected instead. Before you start writing it all out again and glare at your cat/dog/co-worker
for ruining your concentration and/or day, it usually helps to try reselecting the keyframe first.

Once you've selected a frame, you add scripts via the Script pane (the big white area to the right of
the Actions panel). Simply click inside the Script pane and start typing. Type the following code and
then press the Enter key:

// My first line of ActionScript

Flash calls the little windowlike areas within a panel panes (as in,
“The panel is a window, and the bits inside it are the windowpanes”).

=P OVYERE

J/ My first line of ActionScript

The // tells Flash that this is a comment rather than code, and Flash will actually ignore everything
after the // until you press Enter. Adding comments to your scripts is a good way to remind yourself
what the scripts do six months after you’ve written them and/or 20 minutes after you’ve written them,
depending on how bad a day you're having. Press Enter on your keyboard to start a new line. Your
scripts will consist of many such lines, and it’s a good idea to number them so you know how far down
a script you are (this also makes it easier for us to refer to line numbers later in the book). Select the
little pop-up menu icon (at the top-right corner of the Actions panel) and select Line Numbers in
the menu that appears.

=P OVYERE

1 // My first line of ActionScript
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OK, let’s look at the other goodies. On the left side are two more panes.

You'll notice that there’s a little letter “a” above frame 1 on the timeline. This tells you that the

keyframe here has a script attached to it. That’s fine for small FLAs with not many timelines, but for

bigger Flash productions, you need a centralized place that allows you to search out all your stuff that

has ActionScript attached to it. The bottom-left pane, called the Script navigator, does just that. It

consists of two file trees. The top one shows where the currently displayed script (in the Script pane)

is within the Flash hierarchy, and the bottom one shows all scripts in the current

B [ curvent selection FLA. Because you don’t know much about the timeline hierarchy and how it

Dl tayertiFemet | affects ActionScript just yet, we'll leave further discussion of this pane until later,

= % Seene 1 except to say that the reason the two trees look the same at the moment is
' because the one script you’re looking at is the only one in the FLA.

------ B Layer 1: Frame 1

The top-left panel (the Actions toolbox) is a list of little “book” icons, the first of which is called
Global Functions. If you click it, the icon will “open” to reveal more books.

If you also open the Timeline Control book inside the Global Functions book, you’ll see some icons:

@ Global Functions
@ Timeline Contral
@ gotasndPlay %
@ gotasndStop
@ nextFranme
@ nextSoene
@ play

@ prevFrame

These icons represent actions, and the ones in the Timeline Control book are the most basic ones, so
you’ll be using them soon. The other books contain operators, functions, constants, and other bits and
pieces you can use to tie lots of actions together in the way you want. If you hover the mouse pointer
over one of them, a tooltip should appear that gives you a brief definition of the book’s contents and
where it’s used.

Don’t worry about the details of all these for now, though—you’ll learn about them soon enough. This
is the Actions toolbox, and it gives you a neat little way to write code in a no-brainer, “building blocks”
fashion.

Look down the list of actions in the Timeline Control book and double-click the second-to-last one,
stop. This adds a stop() action to your Script pane at line 2:

= POV E QL

1| // My first line of ActionScript
Z stopi):
3

You now have an action called stop() that is attached to the first frame on the layer called Layer 1. This
action will stop the timeline at frame 1. Looking at the rest of the actions in the Timeline Control book,
you’ll have probably figured out that the play() action makes the timeline start playing, and so on.
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Direct typing

Well, you’ve made a start. All the actions you're ever going to need are stashed away inside those
icons, so you could continue using this technique to write all the code you’re ever likely to need.
What’s more, working in this way will mean that there won’t be any errors in your script (such as
mistyping the stop() action as slop()), so you'll find it very hard to create errors in this way.

However, there’s another option to consider: you can bypass the books completely and type your
scripts directly into the Script pane.

If you have a nervous disposition, this may seem like a worrying step. “It’s only the first chapter, but
already you’re expecting me to type code and get it right first time?” you cry. But honestly, it’s not like
that at all! There are so many assistive elements when typing directly into the Actions panel that
there’s really no need to use the Actions toolbox. Although searching out the actions and other stuff
in the toolbox seems like a safe option (you can’t spell them incorrectly if you do it this way, and you
have less to remember), it has one problem: it’s darn slow! If you take the time to type everything in
directly, except for the odd bit of code you can’t remember, not only will you work faster, but also
you’ll get much faster with time.

OK, let’s try it.

Don’t worry about the parentheses and semicolon, () ;, at the end of the stop
for now. Sure, they make the simple stop appear a little otherworldly, and
they look suspiciously like they were put there by someone with a serious
code-fetish just to scare the nonbelievers off, but they’re actually there for
some simple reasons that you’ll look at later on in the book.

First of all, you want something that will tell you if you’ve made a mistake. Using the Script pane as you
would a normal text editor, try changing stop(); to slop(); and you'll see that the first four letters
have changed from blue to black. The Script pane will normally show all action names (or keywords)
in blue, though you may want to use the ActionScript preferences (accessible from Actions »
Preferences) to change this color to a more noticeable shade of blue.

Second, you’ll want to fix that “disappearing script” problem mentioned earlier. Just select frame 10
on the main timeline, add a keyframe (press F6), and select the keyframe to see what we mean—Ilook,
no more script! Of course, that’s not quite true. Your script is still attached to frame 1, but you’re look-
ing at the script attached to frame 10, and there currently isn’t one. You can see this if you remember
to look at the tab at the bottom of the Script pane, though. It has changed:

So what if you want to work on the graphics on the stage at frame 10 while you’re looking at the script
in frame 1? Easy! Just click frame 1 again, and then click the pushpin button that’s just to the right of
the tab. This is called pinning. The tab won’t disappear, even if you

select something else. So now you’re thinking, “Yeah, | see that, but now || lo] Layer 1:1]2) [o] Layer 1 1J'|
| have two tabs that show the same thing!”
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The one on the right (the light one) is the one that’s pinned, and the one on the left shows the frame
or object currently selected. The confusing thing at the moment is that they’re both showing the same
thing. All becomes clear when you click back on frame 10. The tab on the left will change, and the
pinned one to the right will stay as it is.

|]=E| I.alperl:lol-é')lEl Layerl:lﬂ

You can pin as many scripts as you need. Pinned scripts will go to the right, and the
script for the currently selected item will appear to the left. Some applications with a
similar tabbed system work the other way around, which may be confusing to some.

Pinning is a very useful feature to know about, but only so long as you remember to turn it off when
you start trying to add actions elsewhere. Click the pushpin button again to unpin the script, and click
back on the first frame. Now you’re ready to continue.

One more thing that’s well worth knowing at the start about Flash is that it’s case sensitive. When
typing code, you generally have to get both the spelling and the capitalization right; otherwise, the
code may not work.

The Actions panel will lie at the center of all the ActionScript that you’ll ever write. You’ll explore a
few more of its mysteries as you work through the book, but you now have enough information to
start and create your first ActionScript-enabled movie.

Several more helpful features are built into the Actions panel—you’ve probably already
noticed all the buttons running along the top of the Script pane. You won’t examine
them right away, though; it will be easier to demonstrate what they do once you have a
little more scripting experience under your belt.

Let’s start with a simple example that shows how easily you can bypass the usual flow of a movie with
just a tiny bit of ActionScript. You can close the current FLA if you wish (you don’t have to save it).

1. Create a new Flash Document movie and add a new layer to

itled-2*

the root timeline. Rename the original layer as graphics and w

. s | Timeline | % Scene 1

add a new layer called actions. This is a good way to start all [|—— -

your ActionScripted movies. =40
) 7 [ ]
Bgraphics «+ + [

Rather than use the File » New menu option, you s @ |4

can right-click/Cmd-click the tabs above the timeline
to open/close/save files—this is much quicker!
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Scripts should normally always be attached to keyframes on the topmost layer (if you put them on the
bottommost layer, the scripts may not work on the Web because then they’ll be loaded before
the graphics, and this tends to confuse Flash). It’s also a good idea to have only scripts in the topmost
layer, which is why you’ll call this layer actions—to remind you that that’s what this layer contains, and
nothing else. As you progress through the book, you’ll quickly become familiar with the idea of having
an actions layer residing at the top of the timeline. Naming a script layer actions is a very common
convention among Flashers.

A good trick while you’re working is to always keep the actions layer locked. This stops
you from inadvertently placing graphics in this layer, but it doesn’t stop you from
attaching scripts to it or modifying the frames and keyframes in the Timeline panel.
Locking a layer simply prevents you from editing the contents of the stage.

2. Lock the actions layer (for the reason just noted).

Let’s add those graphics now. You don’t need any terribly fancy graphics to demonstrate what’s going
on with the timeline. For simplicity’s sake, let’s just create a simple motion tween between two points.

3. Select frame 1 on the graphics layer, and use the Oval tool to draw a circle on the left side of
the stage. With the Selection tool, select the oval (double-click it on the fill to select both the
fill and the outline stroke) and press F8 to make it into a symbol. The Convert to Symbol dialog
box will appear. Select the Movie clip option and call it ball.

[ actions
[

B AhE]

&40 5 10
- 2w
i@ [

|| 4] Tl

1 [zoms [ oos [€] w |

Convert to Symbol

Mame: | ball

Type: (%) Movie clip
O Button
() Graphic

Renqistration: 355
ooo

[~ 1

4. Now select frame 20 of the graphics layer and press F6 to insert a keyframe. Right-click (or
Ctrl-click on the Mac) frame 1, and select Create Motion Tween from the menu that appears.

[ actions

& =

OomnO

o
o
=4

!
Create Motion Tween %

Insert Frame
Remave Frames

Insert Keyframe

Insert Blank Keyframe
Clear Keyframe

Convert to Keyframes
Convert ko Blank Keyframes




