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Introduction

Welcome to Learn Android Studio 3. This book will help you get started in your programming
journey with the little green robot. You already bought the book, so you don’t need to be
convinced that programming for the mobile platform offers a lot of opportunity for software
developers.

While the book is aimed at beginning Android programmers, it isn’t for people who are
completely new to programming. The book assumes that you have prior coding experience
with any of the CFOL (C family of languages, e.g., C, C++, Java, C#, JavaScript). Ideally,
you are already a Java programmer trying to get your feet wet in Android; in case you’re not,
don’t worry. Basic Java programming is covered in the Appendix, and you can refer to that
as you try to feel your way into the language.

The book covers two fronts: the fundamentals of Android programming and the use of
Android Studio 3. Android programming concepts and the use of the IDE are explained using
a combination of graphics and code walkthroughs: there’s plenty of those in the book.

Chapter Overviews

Chapter 1 - Introduces Android. It deals with a bit of Android’s history and the technical
makeup of its OS.

Chapter 2 - Walks you through to the setup of Android Studio and its requisite software.
Whether you use macOS, Linux, or Windows, this chapter has you covered.

Chapter 3 - We start dipping our toes into Android programming. We'll start with creating a

basic project and then run it on an emulator. This activity is something that you will do many
times in the course of your Android programming career. Well finish up with a discussion of

what makes up an Android application and how it is different from a desktop application.

Chapter 4 - This chapter deals with building user interfaces, one of the most basic and
probably widely used components in Android.
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Chapter 5 - Continuing from Chapter 4, after you’ve built some Uls, you might want it to
actually do something. This chapter deals with how to respond to user-generated events.

Chapter 6 - This chapter deals with Intents. We’ve used Intents in the previous chapter, but
this chapter digs in deeper. Intents are uniquely an Android thing; it truly embraces loose
coupling. The chapter shows plenty of examples on how to use Intents for component
activation on a multiactivity application and how to pass data between activities.

Chapter 7 - This chapter is shorter than the rest but it will help you put a bit of polish into
your app. It deals with Ul design, themes, styles, the AppBar, and Fragments.

Chapter 8 - Android is very protective of the user experience; it doesn’t allow apps to freeze
the Ul leaving the user clueless as to what to do next. If you’ve seen ANR (Application Not
Responding) errors before, this chapter shows you how to avoid these things.

Chapter 9 - Shows some of the things you can do to debug your apps in Android Studio 3.
It goes through a list of the kinds of errors you might encounter while coding and what you
can do in Android Studio to respond them.

Chapter 10 - At some point in time, you need to be able to save all the data you’ve created
in the application. This chapter shows you the basics of saving data using a file, shared
preferences, and the internal storage.

Chapter 11 - When you’re ready to distribute your app, you’ll need to sign it and list it in a
marketplace like Google Play. This chapter walks you through the steps on how to do it.

Appendix - This chapter breezes through the Java language. It deals with some of the basic
language concepts you will need to get started in Android programming.
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Chapter

Introduction

Most people would think of Android as a phone or tablet; or at least, that is what end users
would think. A developer would probably think of Android as an operating system (OS), and
for the most part, it is. Android was designed originally to work as a mobile OS, but as it
progressed, it found its way to some other places like TVs, car systems, watches, e-readers,
netbooks, game consoles, and so forth.

Android includes quite a bit of stuff. It is a comprehensive platform. Apart from the OS

and prebuilt applications, it includes a very capable software development kit, libraries,
application frameworks, and reference design. We will explore some of them in considerable
detail in the coming chapters. In the meantime, we’ll look at Android’s history, some
statistics, and the Android platform architecture.

History

Android has an interesting and very colorful history. It first came to life in 2003 when a
company called Android Inc. was founded by Andy Rubin. Android Inc. was backed by
Google, but they did not own it yet. In 2005, Google bought Android Inc. to the tune of
50M+ dollars. Sometime in 2007, the Open Handset Alliance was born, and the Android OS
has been officially open sourced. At this point, Android had not even reached version 1.0
and it was far from mainstream; it reached V1.0 sometime in 2008, but they had not thought
about dessert names just yet.

The year 2009 up to 2010 saw a torrent of rapid releases. Android was picking up steam.
Cupcake, Donut, Froyo, éclair, and Gingerbread were released during this two-year period.
2011 is a major milestone because up until this point, the Android OS remained confined to
mobile phones. Honeycomb, the successor to Gingerbread, was the first Android version
to be installed on tablets. There was a bit of controversy with Honeycomb because Google
did not release its code to open source immediately. The following is a quick summary of
Android’s history.

© Ted Hagos 2018 1
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2003 Android Inc., founded by Andy Rubin and backed by Google, was born
2005 Google bought Android Inc.

2007 Android was officially open sourced. Google turned over its ownership to the Open
Handset Alliance (OHA)
2008 version 1.0 was released

2009 versions 1.1, 1.5 (Cupcake), 1.6 (Donut), and 2.0 (Eclair) were released
2010 versions 2.2 (Froyo) and 2.3 (Gingerbread) were released

2011 3.0 (Honeycomb) and 4.0 (Ice Cream Sandwich) were released

2012 version 4.1 (Jellybean)

2013 version 4.4 (KitKat)

2014 versions 5.0-5.1 (Lollipop); Android became 64-bit

2015 version 6.0 (Marshmallow)

2016 version 7.0-7.1.2 (Nougat)

2017 version 8 (Oreo)

One other thing that makes Android’s history colorful is the lawsuits. Sometime in the past,
Oracle sued Google, alleging that the latter infringed some copyrights of Java. But the

Java implementation of Android isn’t based on Oracle’s Java language implementation; it is
instead based on OpenJDK. Before Android Studio 2.2, installation of a separate Java SDK
was a prerequisite for Android Studio; that is no longer the case because OpenJDK is now
part of the installation. Then, there were the lawsuits between Apple and Samsung; the main
part of all that was about Android. There were some bumps in the past but the little robot
marched on.

Statistics

7.2 billion

Number of Android devices. It already has exceeded the total number of people in the planet
3

Number of decades it took for mobile devices to go from zero to 7.2 billion
1.5 million

Number of Android devices being activated daily

2,617

Number of times users touch their mobile devices in a day

2 billion

Number of active Android users monthly

87
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Percentage of share of Android in the mobile OS market

| know you are already into Android development; you are reading this book after all. If you
weren’t aware of these statistics before, | hope this gives you extra motivation to continue
your journey toward mobile development. Mobile computing usage is growing at a rapid
pace, and Android has the lion’s share of it.

Operating System

The most visible part of Android, at least for developers, is its OS. An OS is a complex
thing, but for the most part, it is what stands between a user and the hardware. That is an
oversimplification, but it will suffice for our purposes. By “user,” | don’t literally mean an end
user or a person. What | mean by it is an application, a piece of code that a programmer
creates, like a word processor or an e-mail client.

Take the e-mail app, for example; as you type each character on the keys, the app needs

to communicate to the hardware for the message to make its way to your screen and hard
drive and eventually send it to the cloud via your network. It is a more involved process than
| describe it here, but that is the basic idea. At its simplest, an OS does three things:

B manages hardware on behalf of applications

B provides services to applications like networking, security and memory
management, and so forth

B manages execution of applications; this is the part that allows us to run
multiple applications (seemingly) almost at the same time

Figure 1-1 shows a logical diagram of Android’s system architecture; it is far from complete,
since it doesn’t show all the apps, components, and libraries in the Android platform, but it
should give you an idea on how things are organized.

rowser emai your apps
Lb | i | APPLICATIONS
MANAGERS content
["activity | [location |[ package | [notification || [_Providers APPLICATIONS
0 view FRAMEWORK
| resource | |telephony | | window | system
LIBRARIES android
"
webkit, media framework, open media libc, etc rt::r:)rl;ne
libraries
hardware power memory process
drivers mgt mgt mgt etc LINUX KERNEL

Figure 1-1. Platform architecture



4 CHAPTER 1: Introduction

The lowest level in the diagram is the one responsible for interfacing with the hardware,
various services like memory management, and executions of processes. It should sound
familiar because these were the three things | said that OSes do. This part of the Android
OS is Linux. Linux is a very stable OS and is quite ubiquitous itself. You can find it in many
places like server hardware on data centers, appliances, medical devices, and so forth.
Android has an embedded Linux inside it which handles hardware interfacing and some
other kernel functions.

On top of the Linux kernel are low-level libraries like SQLite, OpenGL, and so on. These are
not part of the Linux kernel but are still low level and as such, are written mostly in C/C++.
On the same level, you will find the Android runtime (Android class libraries + Dalvik virtual
machine), which is where Android applications are run. Unlike other Java programs, Android
executables are not .class files; they are .dex files. Dex files are not run on a typical Java
virtual machine (JVM) like the one installed on your desktop. The dex files are meant to run
on a VM that is optimized for low-powered handheld devices. The compilation cycle could
be summed to the following: .java files (source code) » Java compiler (.class) » dex
compiler (.dex) » packaging (.apk)

Note The Dalvik VM was written by Dan Borstein; the VM was named after a fishing village in
Iceland.

Next up is the application framework layer. It sits on top of both the low-level libraries and
the Android runtime because it needs both. This is the layer that we will interact with as an
application developer because it contains all the libraries we need to write apps.

Finally, on top is the application layer. This is where all our apps reside, both the ones we
write and the ones that comes prebuilt with the OS. It should be pointed out that prebuilt
applications which come with the device do not have any special privileges over the ones we
will write. If you don’t like the e-mail app of the phone, you can write your own and replace
it. Android is democratic like that.
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Android Studio

Developing applications for Android was not always as convenient as today. When

Android 1.0 was released sometime in 2008, what developers got by way of a development
kit was no more than a bunch of command-line tools and ant build scripts. Building

apps with vim, ant, and some command-line tools, that wasn’t so bad if you were used

to that kind of thing, but many developers were not. The lack of integrated development
environment (IDE) capabilities like code hinting, project setups, and integrated debugging
was somewhat a barrier to entry.

Thankfully, the Android development tools (ADT) for the Eclipse IDE was released, also
in 2008. Eclipse was, and still is, a favorite and dominant choice of IDE for many Java
developers. It felt very natural that it would also be the go-to IDE for Android developers.

From 2009 up until 2012, Eclipse remained to be choice of IDE for development. The
Android SDK has also undergone both major and incremental changes in structure and in
scope. In 2009, the SDK manager was released; we use this to download tools, individual
SDK versions, and Android images that we can use for the emulator. In 2010, additional
images were released for the ARM processor and X86 CPUs. 2012 was a big year because
Eclipse and ADT were finally bundled; this was a big deal because until that time, developers
had to install Eclipse and the ADT separately, and the installation process wasn’t always
smooth. So, the bundling of the two together made it a whole lot easier to get started with
Android development. 2012 was also a big year because it marked the last year of Eclipse
being the dominant IDE for Android.

In 2013, Android Studio was released. To be sure, it was still on beta, but the writing on the
wall was clear. It will be the official IDE for Android development. Android Studio is based
on Jetbrain’s Intellid. Intellid is a commercial Java IDE that also has a community (nonpaid)
version. This is the version that would serve as the base for Android Studio. In this chapter,
we will cover the following.

Setup

Configuration

© Ted Hagos 2018 5
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Hardware acceleration

Some basic parts of Android Studio 3

Note Before you can install Android Studio, you need the Java 8 JDK. JDK installation instructions
are in the appendix.

Android Studio Setup

The AS3 installer is available for macOS, Windows, and Linux. The download page detects
the OS you are using, so you should be able to spot the download button fairly quickly.
You will be asked to agree to some terms and conditions before you can proceed with the
download. Read it, understand it, and agree to it so you can carry on. After that, the AS3
installed will be downloaded in a zipped file.

If you have an existing installation of Android Studio, you can keep using that version and
still install the preview edition. AS3 can coexist with your existing version of Android Studio;
its settings will be kept in a different directory.

mac0S

You must have seen the installation instruction after the terms and conditions screen; if you
haven’t or you skipped through it, | suggest that you give it a once-over, because there is an
installation warning in case you have an existing version of Android Studio. It says that if you
downloaded Android Studio version 2.3 or earlier, the application name on macOS installer
does not include the version number. So, you may want to rename your existing Android
Studio prior to installing the preview version. You can rename your existing Android Studio
installation by opening a finder window; then, select “Applications” from the sidebar, find
Android Studio, activate the context menu (press Ctrl + mouse click), and choose rename.
The installation notes for AS3 are at https://developer.android.com/studio/preview/
install-preview.html

1. Unpack the zipped file

2. Drag the application file into the Applications folder
3. Launch AS3
4. AS3 will prompt you to import some settings; if you have a previous
installation, you can import that (it is the default option)
Windows

1. Unzip the installer file

2. Move it to a folder location of your choice (e.g., C:\AndroidStudio).
Drill down to this folder


https://developer.android.com/studio/preview/install-preview.html
https://developer.android.com/studio/preview/install-preview.html
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3. Inside, you will find a bin folder; inside it, you will find studio64.exe.
This file is what you need to launch. If you are on a 32-bit Windows,
the launcher file is named studio.exe

Tip If you right-click studio64.exe and choose Pin to Start Menu, you can make AS3 available
from the Windows Start menu; alternatively, you can pin it to the Taskbar.

Linux

The Linux installation requires a bit more work than simply double-clicking and following the
installer prompts. In future releases of Ubuntu and its derivatives, this might change and
become as simple and frictionless as its Windows and macOS counterparts, but for now, we
need to do some tweaking. The extra activities on Linux are mostly because AS3 needs
some 32-bit libraries and hardware acceleration.

Note The installation instructions in this section are meant for Ubuntu 64-bit and other Ubuntu
derivatives: Linux Mint, Lubuntu, Xubuntu, Ubuntu MATE, and so forth. | chose this distribution
because | assumed that it is a very common Linux flavor, hence, readers of this book will be using
that distribution.

If you are running a 64-bit version of Ubuntu, you will need to pull some 32-bit libraries in order for
AS to function well.

To start pulling the 32 bit libraries for Linux, run the following commands on a terminal
window.

sudo apt-get update && sudo apt-get upgrade -y
sudo dpkg --add-architecture i386
sudo apt-get install libncurses5:i386 libstdc++6:1386 z1lib1g:i386

When all the prep work is done, the AS3 installation can be managed using the following
steps.

1. Unpack the downloaded installer file. You can unpack the file using
command-line tools or using the GUI tools; you can, for example,
right-click the file and select the “Unpack here” option, if your file
manager has that option

2. After unzipping the file, rename the folder to AndroidStudio

3. Move the folder to a location where you have read, write, and
execute privileges. Alternatively, you can also move it to /usr/local/
AndroidStudio
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4. Open a terminal window and go to the AndroidStudio/bin and
execute ./studio.sh

5. At first launch, AS3 will ask you if you want to import some settings;
if you have installed a previous version of Android Studio, you may
want to import those settings into AS3

Configuring Android Studio

Before we can dive into programming, we need to do a couple of things to complete the
development setup. We need to

B Get some more software so we start creating programs that target a
specific version of Android

B Make sure we have all the SDK tools we need, and optionally
B Change the way we get updates for AS3

Launch AS3 if you haven’t done so yet. From the opening dialog, click “Configure” and
choose “SDK Manager” from the drop-down list. This should take you to a window where
you can select the SDK platforms to download (Figure 2-1).

®e Welcome to Android Studio

"

L

¢ Start a new Android Studio project

= Open an existing Android Studio project
¥ Check out project from Version Control ~
[&' Profile or debug APK

¢ Import project (Gradle, Eclipse ADT, etc.)

¥’ Import an Android code sample

@ Events » # Configure  Get Help ~

SDK Manager
- Plugins

Figure 2-1. Preferences window
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When you get to the SDK window, enable the “Show Package Details” option so you can
see a more detailed view of each API level. We don’t need to download everything in the
SDK window. We will get only the items we need.

SDK levels or platform numbers are specific versions of Android. Android 8 or Android “O”
is API level 26, and Nougat is API level 24 and 25. You don’t need to memorize the platform
numbers anymore, because AS3 shows the platform number with the corresponding
Android nickname.

If you have a pretty fast Internet connection, you may choose to download everything. That
way, you can create projects that target multiple versions of Android all the way down to
Eclair. For our purposes, we will only download Nougat (platforms 24 and 25) and Oreo
(platform 26). Make sure that together with the platforms, you will also download “Google
APIs Intel x86 Atom_64 System Image”. We will need those when we get to the part where
we test run our applications.

Note Another way to build applications for earlier Android versions without having to download
all the API levels is to use the Android Support Libraries; these libraries afford us backward
compatibility.

Once you have completed the selection, click the “OK” button to start the download process
(Figure 2-2).
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Q
v Appearance & Behavior
Appearance
Menus and Toolbars
¥ System Settings
Passwords
HTTP Proxy
Updates
Usage Statistics
Notifications
Quick Lists
Path Variables
Keymap
» Editor
Plugins
» Build, Execution, Deployment
» Tools

Figure 2-2. SDK platforms

Default Preferences
Appearance & Behavior » System Settings > Android SDK
Manager for the Android SDK and Tools used by Android Studio
Android SDK Location: | /Users/ted/Library/Androidfsdk Edit

\SDidBatiamEN SOk Tools  SDK Update Sites

m

Each Android SDK Platform package includes the Android platform and sources pertaining to an

APl level by default. Once installed, Android Studio will autematically check for updates. Check
"show package details" to display individual SDK components.

Installed
Not installed
Not installed
Installed
Mot installed

Installed

Not installed
Not installed
Mot installed
Not installed
Not installed
Not installed
Not installed
Mot installed
Not installed
Not installed

Reset

Show Package Details

Name | APl Level Revision |
v & Android8.0(0)
Android SDK Platform 26 26 2
Android TV Intel x86 Atom System Image 26 4
Android Wear Intel x86 Atom System Image 26 1
Google APIs Intel x86 Atom System Image 26 5
Google Play Intel x86 Atom System Image 26 5
v B Android7.1.1 (Nougat)
Android SDK Platform 25 25 3
Sources for Android 25 25 1
Android TV Intel x86 Atom System Image 25 51
Android Wear for China ARM EABI v7a System Image 25 3
Android Wear for China Intel x86 Atom System Image 25 3
Android Wear ARM EABI v7a System Image 25 3
[ ] 25 3
Google APls ARM 64 v8a System Image 25 a
Google APls ARM EABI v7a System Image 25 8
-2 Google APls Intel x86 Atom System Image 25 8
Google APIs Intel xBE Atom_B4 System Image 25 8
v Android 7.0 (Nougat)
Google APls 24 1 Mot installed
Android SDK Platform 24 24 2 Not installed
Sources for Android 24 24 1 Mot installed
Android TV Intel x86 Atom System Image 24 12 Not installed
Cancel Apply

Next, we head to the “SDK Tools” tab. This is in the same section on the Preferences

window; just click the tab in the middle to view the details of the tools (Figure 2-3).
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a

© Appearance & Behavior
Appearance
Menus and Toolbars
v System Settings
Passwords
HTTP Proxy
Updates
Usage Statistics
Notifications
Quick Lists
Path Variables
Keymap
» Editor
Plugins
* Build, Execution, Deployment
» Tools

Figure 2-3. SDK tools

Default Preferences

Appearance & Behavior » System Settings > Android SDK
Manager for the Android SDK and Tools used by Android Studio

m

Android SDK Location: | /Users/tedfLibraryjAndroid/sdk

SDK Platforms _ SDK Update Sites

Below are the available SDK developer tools. Once installed, Android Studio will automatically
check for updates. Check "show package details” to display available versions of an 5DK Tool.

Mame WVersion Status
GPU Usblgging toals MOt Instaliea
CMake Not Installed
LLDB Mot Installed
Android Auto APl Simulators 1 Not installed
Android Auto Desktop Head Unit emulator 1.1 Mot installed
Android Emulator 26.1.3 Installed
Android SDK Platform-Tools 26.0.0 Installed
Android SDK Tools 26.0.2 Installed
Android Support Library, rev 23.2.1 23.21 Installed
Documentation for Android SDK 1 Mot installed
Google Play APK Expansion library 1 Mot installed
Google Play Billing Library 5 Not installed
Google Play Licensing Library 1 Mot installed
Goaogle Play services 43 Installed
Google Web Driver 2 Mot installed
Instant Apps Development SDK 1.0.0 Mot installed
Intel x86 Emulator Accelerator (HAXM installer) 6.2.0 Installed
MNDK 16.1.4119039 Mot installed
v Support Repository
ConstraintLayout for Android Installed
Solver for ConstraintLayout Installed
Android Support Repository 47.0.0 Installed
Google Repository 57 Installed

Show Package Details

Cancel Apply

You don’t generally have to change anything on this window, but it wouldn’t hurt to check
that you have the following packages.

Android SDK Platform Tools This contains important tools like adb, which will help us do

Android SDK Tools

Android Emulator

diagnostics and debugging, and sqlite3, which we can use when
we create applications that use databases, plus a couple of other
tools.

This includes essential Android tools like ProGuard. You don’t need
to deep dive into the details of these tools (for now). Just make
sure this box is ticked and you’re good to go.

You will definitely use this. This is a device emulation tool. We will
use this to test our applications in a virtual device.
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Support Repository

HAXM Installer

If you want to write code that targets Android Wear, Android TV, or
Google Cast, you want to download this. This also contains local
Maven repository for support libraries. The support repository also
allows you to use new features on older Android versions.

If you are using a macOS, or a PC with Intel processor, you can
use this. It is an accelerator for the Android Emulator.

Note If you are on the Linux platform, you cannot use HAXM even if you have an Intel processor.
KVM will be used in Linux instead of HAXM.

After you’ve downloaded some target platforms and checked the SDK Tools, we can move
on to the last configuration item, which is the “Update Channel”. You can change this setting
from the “Preferences” dialog window. From the opening dialog window, choose “Configure”
and then “Preferences” (Figure 2-4).

Welcome to Android Studio

Andr0|d Studio

rsion 3.0 Canary 6 (171.4163606)

¥¢ Start a new Android Studio project

=+ Open an existing Android Studio project
¥ Check out project from Version Control ~
[+ profile or debug APK

» Import project (Gradle, Eclipse ADT, etc.)

¥ Import an Android code sample

@) Events ~ #* Configure » Get Help ~

SDK Manager
— Plugins

Figure 2-4. Preferences
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On the left side of “Default Preferences”, choose “Updates” (Figure 2-5).

‘@ ® Default Preferences
Q Appearance & Behavior » Sy Settings > Upd
Appearance & Behavior Automatically check updates for qu?m_g‘r\_g_n_ngl__a Check Now
dppadiance Use secure connection
Menus and Toolbars Dev Channel
Beta Channel
System Settings Last checked 27/ Stable Channel
Passwords Current version Android Studio 3.0
Lot HLHEETY Build number Al-171.4263559
Android SDK Tools: 26.0.2
Usagel Siatstcs Android Platform Version: API 26: Android 8.0 (O) revision 2
Android SDK
Notifications View/edit ignored updates
Quick Lists
Path Variables
Keymap
Editor
Plugins
Build, Execution, Deployment
Tools
2 Cancel Apply m-

Figure 2-5. Update Channel

ASS3, just like any Android Studio installation is configured by default to get updates from the
channel where you originally downloaded the installer. At the time of this writing, AS3 was
downloaded from the “Canary” Channel (also known as the Preview Channel), hence, it gets
the update from the Canary Channel by default. You can change the channel to any one of
these four:

B Canary Channel: This has bleeding-edge releases; it could be updated
every week. You don’t want to use this for production codes

B Dev Channel: Just like the Canary Channel but a bit more stable. You
still don’t want to use this for production

B Beta Channel: This contains release candidates. The devs are basically
waiting for feedback before they get fed to the Stable Channel

m  Stable Channel: This is the official stable release and is suited for
production work



