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“There are more than enough design books in the programming world already,” you might
think. In fact, there are so many that it makes sense to ask why I would write—and especially
why you would read—yet another one. Particularly, there is the famous Design Patterns: Ele-
ments of Reusable Object-Oriented Software,1 about design patterns in object-oriented
systems, written by the so-called “Gang of Four,” which is a must read for every developer
making use of any object-oriented language. In addition, there are many specialized books
describing design patterns, all of them useful when writing specific types of applications.
Moreover, there is the unofficial Java programmer’s bible, Effective Java.2 In light of these facts,
is there really a need for yet another design book? 

I believe the need exists. I’ve been designing NetBeans APIs—that is, application pro-
gramming interfaces—since 1997. I’ve passed through almost all the possible stages a person
designing a framework or a shared library can pass. In the early days, I slowly gained a feel for
the Java language while trying to apply coding styles that I knew worked well in other lan-
guages. Later, I became fluent in Java. At that point, applying various known patterns to my
code written in Java seemed so simple, although after a while I realized that things are not
always as easy as they seem. I realized that traditional patterns are not appropriate for an
object-oriented application framework such as NetBeans, and that you need a completely 
different set of skills. 

The oldest NetBeans APIs were designed in 1997. Some of them are still in use and work-
ing adequately even after ten years of service, although to be honest, these are not exactly the
same APIs as they once were. Over the years, we needed to accommodate new requirements,
extend library functionality, and fix beginners’ mistakes. Despite that, the API clients that
compiled their code then are still able to execute their code, even with today’s latest versions
of those libraries. This is possible because we always tried, as far as reasonably possible, to
maintain backward compatibility. As a result, the programs written against our decade-old
libraries are likely to work even in their current versions. This preservation of investment—
that is, our decision to let our libraries evolve in a backward-compatible way—is something
not seen in common design books, at least not in the ones I’ve read so far. It’s not that all Net-
Beans APIs were evolved without problems, but I’ve come to believe that the NetBeans team
has now mastered this skill to a high degree, and also that this skill is widely needed among
other groups of programmers. That is why a large part of this book talks about retaining back-
ward compatibility and about special API design patterns that produce code suitable for
maintaining in a backward-compatible way. 

Prologue: Yet Another Design
Book?

1. Erich Gamma, Richard Helm, Ralph Johnson, and John Vlissides, Design Patterns: Elements of Reusable
Object-Oriented Software (Upper Saddle River, NJ: Addison-Wesley, 1995).

2. Joshua Bloch, Effective Java (Upper Saddle River, NJ: Prentice Hall, 2001).



The other challenge we faced when working on the NetBeans project was scalability of
teamwork. In those early days, back in 1997, I wrote the APIs on my own. The other NetBeans
engineers “just” wrote the code; that is, they provided user interfaces and implementations for
various parts of the NetBeans IDE, while continually making use of the APIs that I provided.
Unsurprisingly, this created a bottleneck. I came to realize that the number of people working
on various NetBeans IDE features had grown to a capacity where one “architect” was unable to
handle the demand for APIs. Over time, change was urgently needed. We needed a majority of
the NetBeans development team to be able to design their own APIs. At the same time, we also
wanted to maintain a certain level of consistency between the APIs created by different peo-
ple. This turned into the biggest problem, not because developers didn’t want to be consistent,
but because I wasn’t able to explain to them what I meant by consistency. Maybe you know
the feeling of knowing how to do something, without knowing how to explain it coherently.
That was my situation: I thought I knew how to design APIs, but it took many months before I
managed to formulate the most important constraints that I wanted others to follow. 

A LATE NIGHT API TALK

I’ve been interested in API design and API publishing for a long time. I’ve given various presentations inside
Sun Microsystems and for NetBeans partners on this topic. However, my first public talk that related to this
topic took place during JavaOne 2005 in San Francisco. My friend Tim Boudreau and I had submitted a pro-
posal entitled “How to Write an API That Will Stand the Test of Time.” It was scheduled to start at 10.30 p.m.,
probably because the abstract didn’t contain buzzwords such as “Ajax” and “Web 2.0.” That time of night is
not ideal for a presentation, as we had to compete with parties, free beer, and other late-night distractions.
We were pessimistic and expected one or two friends to show up to console us. Our mood got even worse
when we arrived at the venue and saw that right next door a JDBC driver presentation was going to be held.
The corridor was filled with people. Our assumption was that everyone there was interested in the database
stuff. However, to our surprise, most of the people there were waiting for our talk instead! Our room filled
quickly. All the seats were taken. People started sitting on the floor or standing up against the walls; they
even had to keep the doors open, and several had to listen from outside in the hallway. In the end, it was the
most exciting presentation I’ve ever been involved in.

Since then, I’ve known the need for information relating to API design is real. The memory of that pres-
entation encouraged me whenever I began losing motivation while writing this book. It helped to remind me
that the rules for proper API design that we had discovered needed to be documented. These rules, though
based on the knowledge spread across common design books, are highlighted and expanded upon in this
book, because designing APIs has its own specific demands.

API Design Is Different
The reason why the existing design books are not enough lies in the fact that designing a
framework or a shared library is a more complicated task than designing an in-house system.
Building a closed system, such as a web application running on your own server with access to
a private database, feels like building a house. Some houses are small, some are big, some-
times they’re skyscrapers. However, in all cases, a house has one owner at a time and the
owner is in charge of making changes. If necessary, the owner can change the roof, replace
windows with new ones, build new walls inside rooms, pull down existing ones, and so on. 
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Of course, certain changes are easier to make than others. Replacing a roof is likely to cause no
great harm to the floors. Changing windows for different ones of the same size is unlikely to
influence other parts of the house. However, trying to replace windows for larger ones might
not be that simple; doubling the size of an elevator is normally an almost impossible task.
Except in rare situations, nobody is seriously going to experiment with inserting a new first
floor while moving the existing first floor and the floors above it upwards. Doing so would
cause so many problems that the benefits are unlikely to outweigh the costs. On the other
hand, all this seems technologically possible. If the owner has the need, it can be done. 

In-house software systems seem to exhibit similar behavior. There is typically a single
owner and the owner normally has full control. If there is a need to upload a new version of
some part of the system, it can be done. If you need to change the database schema, it can be
done as well. Clearly, certain changes can be more complicated than others. A change to a
database schema is likely to have a much bigger impact than a change to a one-line bug fix
that prevents a NullPointerException somewhere. Still, any change is conceivably possible.
The owner has full control, and if there is a real need for a major upgrade of the system, the
owner can even shut the system down for a while. In addition, there are a lot of design princi-
ples to help us manage changes to in-house systems. There are books about design patterns
that help developers structure their code. There are methodologies for designing systems and
for testing their correctness. There are books describing how to organize and lead people’s
work. At the end of the day, maintaining an in-house system appears to be a pretty well-
understood and documented process. 

However, writing APIs is different. As an analogy, consider the universe. Though not as
straightforward as the “house” analogy, this train of thought will prove useful. Let’s start with
recalling the “known” universe. I explicitly call it “known,” as no human knows the whole of
it—that is, all the existing stars, galaxies, other objects, and to provide an immaterial example,
all the physical laws. Humans can only see just a small fraction of the universe, so far anyway.
Our horizon defines all that is seen of the universe. In other words, what is before the horizon
is the “known” universe. It contains numerous objects and effects, but our expectation and
experience tells us that there are other stars and galaxies behind the horizon, and that these
are thus far unknown to mankind. This experience is based on the fact that from time to time
people manage to shift the horizon further and discover new objects or new rules, through
building better equipment or by recognizing and understanding new laws of nature. 

The universe is not constant; it’s always changing. However, it doesn’t change completely
arbitrarily. Some rules guide what happens with planets, stars, and other objects. For example,
if someone shifts the horizon and discovers a new star, it’s no surprise that the star is going to
be there tomorrow, and the day after tomorrow, and the day after that. Indeed, it can move, it
can rotate, and it can even explode. However, the laws of nature guide all this. Nobody seems
to be releasing Universe Milestone X every other week, where a star would appear, disappear,
or move randomly. If the world behaved like that, it would clash with our understanding of the
universe as we perceive it today. We simply know that once a star is discovered, it is going to be
with us forever. We even believe that it stays there when nobody is watching. Well, obviously.
The star can be observed by someone on earth, someone from another place in the solar sys-
tem, potentially by some other creature in the universe, or by nobody at all. However, the star
itself doesn’t know if it’s being observed, and the only thing it can do is to follow the laws of
nature, and therefore, once discovered, stay with us forever. 

Good APIs are similar. Once a shared library introduces a new function in some version,
it’s like discovering a new star. Anyone who gets the new version can see the function and can
use it. They can, but don’t have to, which depends on the programmer’s horizon. It’s possible
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to add functionality that is almost invisible for most API users. However, you cannot rely on
that. My experience tells me that API users are really creative. Sometimes the API user’s 
horizon is farther than that of the API designer. If there is a way to misuse something, users are
likely to do so. As a result, it’s likely that neither the function itself nor its author know if it’s
being used and how often. There might be many users in the world, or there might be none,
but unless you want to break the laws of good API design—that is, break backward compatibil-
ity—you have to assume someone is observing, and therefore, the function has to be kept and
maintained. “APIs are like stars; once introduced, they stay with us forever.”

There is yet another analogy between the universe and API design. It involves the way we
improve our understanding of the universe and the way we evolve our libraries. Ancient
Greeks could identify and observe the movements of the planets, all the way to Saturn and
Jupiter, and thus define the planets of their “known” universe. However, although they tried to
explain the reasons behind the planetary movements, they weren’t successful according to our
current standards. Laws causing the planets to move were still beyond the horizon. This con-
tinued during the Renaissance, when Nicolaus Copernicus proposed the heliocentric system
and Johannes Kepler discovered his three laws describing the trajectories and speed of planets
on their path around the sun. This discovery enriched the known universe by providing a very
precise explanation of “what.” However, nobody knew “why”! It took until 1687, when Isaac
Newton provided an explanation of Kepler’s laws, and introduced the notion of a physical
force. This not only explained why Kepler’s laws held true, but also started a magnificent
expansion of the known universe, because physics could explain nearly everything happening
between objects of the known universe, thanks to Newton’s laws. 

All seemed well until the end of the 19th century, where various measurements showed 
that there are behaviors, especially of objects with great velocities, unexplained by the use of
Newton’s laws. The accumulating evidence that something was not quite right helped Albert
Einstein to discover his theory of relativity, which provided an enhanced understanding of the
universe, including objects moving with very high velocities. In fact, Einstein’s theory is an exten-
sion of Newton’s: when objects move reasonably slowly, both theories yield the same result. 

What does this physical and historical excursion have to do with API design? Let’s sup-
pose, for the next few paragraphs, that some god communicates with people through an API
library. The library gives mankind an interface to the “known” universe. Ancient Greeks would
be using version 0.1 of the library, which would only enumerate the planets and their names.
It’s clearly not a very rich API, but for some users and for some time, it may be enough. For
example, it’s enough to let us look at the planets and name them. Regardless of the state of an
existing library, there are always going to be a few people suggesting improvements. Similarly,
the universe 0.1 library was found insufficient because Kepler really wanted to understand the
rules for the motion of planets. Therefore, the imaginary god of this paragraph gave him an
update called universe 1.0. This version of the library could provide the space coordinates for
each planet at a specified time, while the original functionality provided by the Greeks would
stay the same and would continue to work. 

However, users are never satisfied, and the physicists weren’t either. That is why our imag-
inary god had to help Newton release a new major version called universe 2.0. Not only did
this version provide information about the actual force of gravity between the sun and each
planet, but also a handy set of subroutines to calculate forces, acceleration, and speed of the
objects in space, not just limited to planets. Needless to say, all the functionality of the previ-
ous versions, provided by the Greeks and then by Kepler, would continue to work as in the
previous versions. 
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Up to this point, all the additions were straightforward. The imaginary god of the previous
paragraph simply added new features. But what to do at the points in history where physicists
claim that all the laws of the universe are known and physics itself is seen as having nothing
left to explain? Let’s tease mankind! The imaginary god invents the Michelson experiment,
which leads Einstein to formulate his theory of relativity. The latest version of the universe
library now really faces the problem of no longer being easily backward compatible, because
the new idea introduced into it is that everything the previous physicists did, including Newton,
was slightly wrong! However, even such a radical change is manageable in backward-compatible
mode. Only very high velocities are in danger of incorrect results. These velocities are much
higher than Newton and his predecessors could measure, and therefore, although there was
an incompatibility, nobody was able to prove an inconsistency in the previously performed
measurements, or to prove that the behavior of the universe library had changed. 

The moral of this absurd physics fable lies in the observation that our understanding of
the universe is continually evolving. This is also the case with the API of our libraries. Although
optimists might disagree, I am afraid that mankind will never understand the whole universe.
Yet, my guess is that we’ll continue to learn more about it. Although some developers might
think differently, I am sure that the APIs of almost all our libraries in active use will never be
final. They’ll always evolve. We must be ready for that. We must be prepared to modify our
understanding of the universe and we must be ready to enhance and improve our library APIs. 

Different from building a house or an in-house software system, this requires developers
to think about the future while coding the current version of their API. As far as I can tell, this
is not a common approach taken with API design so far. Also, the current books and their sug-
gestions don’t help much with this kind of thinking. Their design patterns are mostly used to
describe a single version. People who use them only think in the context of the current ver-
sion. They often only minimally need to refer to older versions or only marginally think about
what will happen in future releases. Still, these skills are needed when writing shared libraries
and frameworks. We need to stop designing a house, and learn how to design a universe. We
need to learn that “once an API star is discovered, it is going to stay with us forever.”

Who Should Read This Book?
If you are holding this book while standing in a bookstore and deciding whether to buy it or
not, you might be wondering if this book is for you. I cannot answer that question because I
don’t know you. However, I can explain why I needed this book myself and why I decided to
write it. When I was designing the NetBeans APIs, I was learning on the fly. In the beginning, I
was guided by instinct, and I thought that writing APIs was some kind of art. Well, that might
be true, because you need to be creative. However, it’s not just an artistic discipline. Over time,
I started to identify a structure behind all the work I had done and I formulated measurable
standards that turn an ordinary API into a good API. 

This book describes the standards the NetBeans team adheres to when measuring the
quality of our APIs. It also explains why we adhere to them. It took us several years of trial and
error to get where we are now. Since reinventing the wheel is not the most productive expen-
diture of your time, I recommend this book to every API architect who prefers a bit more
engineering design over a purely artistic one. In the beginning of NetBeans, I was the only per-
son who wrote the APIs. At that time, we even believed that “a good API cannot be designed by
committee.” One designer is able to maintain consistency without any formal rules. However,
one designer simply doesn’t scale. We discovered this in the context of NetBeans, too. So, my
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task was to find a way to let a broader set of people design our APIs, while maintaining overall
consistency. At that time I started to write this book, to describe the theory behind API design,
the motivation that leads us to write APIs, and the rules that we must adhere to when evaluat-
ing whether an API is good or not. Then I passed my approach to the developers working on
NetBeans, I let them write APIs, and then I monitored and mentored them at the beginning
and end of their design task. As far as I can tell, this has worked out well enough. Given that
they’ve evolved for ten years and we’ve learned on the fly, our APIs are relatively consistent
and satisfy most of our requirements. If you are in a position where you need to monitor the
design of APIs, you may find this book’s suggestions useful too. 

When I was defining the meaning of the term “API” for myself, I found that it is in fact very
broad. You don’t need to write a framework or a shared library to write an API. Even if you just
write a single class that is consumed by your colleague in the next office, you are in fact writing
an API. Why? Because the developer who has to use your class isn’t going to be very happy if you
delete or rename methods it used to have, or if you change the behavior of the methods in your
class. Exactly the same problems arise when writing an API for a shared library. You probably
have more than one user of your class, and requiring all of them to do a rewrite when you change
the class can turn into a nightmare of inefficiency. That nightmare should be completely unnec-
essary. Treat your class as an API and you’ll have many fewer headaches. Moreover, it’s not hard
to think about it in that way. It means you need to design your class more carefully, evolve it in
a compatible way, and apply other good API design practices. From this point of view, nearly
every developer is or should be in the API design business.

An essential part of an API is the way it works. Testing plays an important role in describ-
ing how things work. It’s nearly impossible to write a good API without properly testing it.
Several chapters of this book outline testing patterns; that is, ways to test externally visible
aspects of a library so that they hold true over multiple releases. I’ll mention various kinds of
tests, including signatures, unit tests, and compatibility kits. So, this book has value for people
who need to check API compatibility too. 

Last but not least, having a library that is in wide use can be a good asset for the person
who creates it. Increasing this asset means satisfying your existing users, while attracting new
ones to join and use it as well. Only with a sufficiently rich user base can you really monetize
the work dedicated to creating and maintaining a library. This book discusses this too, and
therefore can also be of interest to people examining software development from a more 
business-oriented perspective. 

Is This Book Useful Only for Java?
NetBeans is an integrated development environment (IDE) and framework written in Java,
and as most of my API design knowledge is based on working on the NetBeans project, it’s 
correct to ask whether this book can be useful beyond Java development. My answer to this
question is yes. In this book I discuss generic guidelines for good API design. These guidelines
and principles are applicable to any API in any programming language. Discussions in this
book include reasons why you would create an API at all, the rules and motivation for writing
and structuring good API documentation, and the principles of backward compatibility. Such
principles can be applied to a wide variety of languages, including C, FORTRAN, Perl, Python,
and Haskell. 
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Of course, when it comes to more detailed descriptions, I cannot avoid mentioning fea-
tures specific to the Java-like languages. First of all, Java is an object-oriented language.
Designing an API for object-oriented languages has its own concerns due to all the support for
inheritance, virtual methods, and encapsulation. So, some of the principles discussed in this
book are more applicable to specific kinds of object-oriented languages, such as C++, Python,
or Java, than to the “old but good” non-object-oriented languages, such as C or FORTRAN. 

Also, Java belongs to the camp of newer languages that use a garbage collector. In fact, the
widespread industry acceptance of Java has proven that it’s possible and beneficial to use a
garbage collector in production applications. In the pre-Java age, the industry preferred classi-
cal memory management, provided by common languages such as C, C++, and so on, where
the developer explicitly controls allocation and deallocation. Languages with garbage collec-
tors existing at that time, such as Smalltalk or Ada, were generally seen as being experimental
or at least adventurous to use by most of the software industry. Java has changed this com-
pletely. Currently, the majority of software engineers no longer laugh at the notion of a
high-performance programming language with an automatic memory management system,
and programmers are no longer afraid to use one. However, an automatic memory manage-
ment system has implications on the API you produce. For example, in contrast to C, Java
requires only malloc-like constructs to allocate new objects, but there is no need for paired
deallocation APIs. You get those for free. That means certain approaches in this book are more
applicable to languages with a garbage collector—in other words, the newer languages that
use the memory approach popularized by Java. 

Java has also popularized the use of the virtual machine and dynamic compilation. 
During static compilation, Java source code is transferred to many class files. These are then
distributed and linked together, but only during program execution. Moreover, these class files
are in a format that is independent of the actual processor architecture on which the final
application is executed. 

This is achieved by a runtime environment that not only links individual class files
together, but also converts their instructions into those for a real processor. During Java’s early
days, this was yet another area where Java deviated. Everyone knew that a well-performing
program could not be interpreted by a virtual machine, that it needed to be written in FOR-
TRAN and directly compiled to use the most optimized features of the assembly language on
the operating system that runs it. Some, myself included, admitted that it was possible to
write in C or C++ and produce fast programs as well, but again, the approach taken by Java
was seen by many as unlikely to succeed. 

However, time has shown that languages based on virtual machines have certain advan-
tages. For example, all numeric types have the same length, regardless of the platform the
program runs on, which greatly simplifies the need to understand the underlying architecture.
Also, Java programs don’t crash with a segmentation fault when something goes wrong. The
virtual machine guarantees that memory won’t become corrupted by improper C pointer
arithmetic, and that variables will always have the correct type. Still, performance problems
persisted in early Java implementations. However, over time even the interpreters sped up and
were replaced with just-in-time compilers that produced code that was fast enough to attract
additional new languages to try this “virtual” path too. As a result, currently the term “virtual
machine” is accepted and has widespread use. Virtual machines are covered in this book, to
some extent, although I spend more time concentrating on the format of class files, since that
is the lingua franca of the virtual machine. 
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It’s important to understand the format of class files to correctly grasp what a Java lan-
guage construct means to the virtual machine itself. It’s handy to speak its language and see
the class file using the virtual machine’s eyes. Though other programming languages, such 
as C, have their abstract binary interfaces (ABI) models, the one used by Java is special in at
least two respects. First, it’s naturally object-oriented. Second, it allows late linkage; that is, it
contains far more information than a plain C object file would. As a result, the knowledge
gained from studying the virtual machine is less applicable to the old but good non-object-
oriented languages, although it can be useful for other modern languages that have a virtual
machine mimicking Java’s. 

Java is also one of the first progenitors of associating documentation for APIs with the
actual code. Java has popularized commenting of code for public use through the Javadoc.
This makes the actual behavior of the APIs and their documentation much closer, allowing it
more simply to stay up to date. Even though every other language allows commenting, the
Javadoc actually produces browsable documentation from those comments and forms the
basic skeleton that gives consistency to every API documentation in Java. On the other hand,
this is no longer Java specific. This has proven so useful that almost every language created
after Java includes a concept similar to the Javadoc. For other, already existing languages,
additional tools retrofitting this association of code and documentation are being created.
That is why, when analyzing the usefulness of the Javadoc and the pros and cons of its format
for simplifying the understanding of an API’s users, this book will make conclusions applica-
ble to almost any programming language.

Java 5 has changed the Java language to provide support for generics. While this book
doesn’t want to be an ultimate source of information about this language construct, it cannot
ignore it. Generics form an important new phenomenon in API design. Why new? Because tra-
ditionally object-oriented languages encouraged reuse by inheritance. The second most
common form of code reuse—reuse by composition—was possible, but only as a second-class
citizen. One of the most important reasons for this was that inheritance was built as a lan-
guage construct, while composition could only be coded by hand and it was difficult to type
correctly. At the same time, a stream of languages was produced that preferred reuse by com-
position and made inheritance a second-class citizen, especially in the cases of modern
functional languages such as Haskell. Some people feel that both approaches have their bene-
fits and spend a lot of time trying to marry object-oriented languages with polymorphically
typed functional languages. 

Generics in Java are the result of this kind of marriage. Some criticize them for being too
complex, though my own research in 1997 implied that this could hardly be done in a better
way. I like what the language team managed to achieve, as now inheritance and composition
are more or less on par. That is why I’ll talk about generics in this book as well. Doing so will
bring parts of this book closer to languages such as Haskell. 

There is another reason why this book can be applicable to other languages: it accepts
Java as it is. It doesn’t try to invent a new language more suitable to handle the API design
problem. No, throughout the book we work with Java as we know it. All principles and 
recommendations are about specific coding styles, not about adding new keywords, pre- 
or post-conditions, or invariant checks. This is needed in software engineering, as often the
language is a given, and the goal—for example, to produce a library for general usage—needs
to be achieved within that constraint. This is not really surprising. Learning new APIs might
require a bit of work, but it’s nothing compared to learning a new language. 

�PROLOGUExxiv



�PROLOGUE xxv

Since the language to be used is almost always a given, API design principles have to be
expressed in that language. If it’s possible to write a good API in C, there should be no reason
not to write a good API in Java. That is why plain Java is good enough for this book. In short,
this book has general parts applicable to any programming language. Other parts talk more
about object-oriented concepts, and whenever we need to dive deeper, we demonstrate the
case in Java. 

Learning to Write APIs
Without a doubt, there are people who develop APIs correctly; otherwise there would not be as
many great and useful software products out there as there currently are. However, sometimes it
seems that the design principles, the main rules of API design, are acquired subconsciously.
Designers tend to follow rules without actually knowing or understanding the original motiva-
tion leading to the choices they make. As a result, the subconscious knowledge of good API
design is built by trial and error, which obviously takes time. Moreover, the result of this process
is typically a loose collection of tips on how to do things “right.” Though this is a useful step for-
ward, such a collection often suffers from two problems. First, tips of this nature are often tightly
tied to a particular operational area. For example, they might work fine for one project or for a
dedicated group of people, but the usefulness to other teams or the applicability to other proj-
ects is not guaranteed at all.

Second, in these cases it’s difficult to transfer knowledge to people with a different way of
thinking. If your experience shows that Java classes are preferable to Java interfaces, while this
experience is gained from working on a specific problem, the experience becomes difficult to
transfer to a different scenario. You can try to convince others that this is the correct approach,
but in the end, without an appropriate explanation of the related reasons, you can only hope
for adoption on the basis of faith. Faith can only create believers and rejectors, which is not
the intention of knowledge transfer. 

SUBCONSCIOUS NETBEANS API DESIGN

It’s fair to admit that the members of the NetBeans project went through such a period too. We went through
many different experiences doing API design where we somehow “felt” what worked and what didn’t. How-
ever, this knowledge wasn’t built from the bottom up. That is, it wasn’t built using serious reasoning, or an
understanding of the reasons for such design decisions. It was more a feeling, and the reasons that created
such feelings lay undiscovered in our subconscious. This formed a problem when trying to transfer knowl-
edge to other people, because they simply lacked our experience and had no reason to trust us. This forced
us to think much more deeply about the reasons and the actual experiences that helped us formulate the
measurables of good API design. This book is a result of such thinking. We believe that our experiences
exposed us to information that helped us to uncover the hidden logic behind the assumptions we’d been
making. We turned this logic into something conscious, something that we have become aware of, and
something we can reasonably explain to everyone who wants to listen.

The foremost questions that deserve an answer are, “Why create an API?” and, in fact, “What is an
API?” This book discusses these questions in detail.



Our experience shows that even without reading, understanding, or even agreeing with
everything we advise here, it’s useful for everyone participating in the development of soft-
ware products to understand our basic motivations and terms. This will lead to an increased
awareness and understanding of the problem and bring its complexity out into the open.
When all members of a development team can see the “API design” with their own eyes, com-
munication is simplified and decisions need no explanation, because they become part of the
shared knowledge base. In turn, this improves cooperation between members of a develop-
ment team, as well as between the team and its distributed partners, which leads to better
quality software. 

That is why this book is intended for everyone. It explains the basic motivations to any-
one who wants to listen, it provides examples and tricks useful for developers, it describes the
aspects of good architecture for those who design them, and it provides measurable principles
for assessing API quality. 

If you are still asking yourself whether you should read the book or not, here is a much
shorter answer: “Yes, you should read this book!” 

Is This Book Really a Notebook?
When I began thinking about the right style for this book, I examined a wide range of
approaches available between two extremes. On one extreme, I could write a strict scientific
description of the motivations, reasons, and processes required when practicing API design.
This would produce a set of suggestions and rules applicable to any project. Of course, this is a
specific goal of this book. It has to be generally applicable and not simply a description of
what we did on the NetBeans project during the past ten years. On the other extreme, I
strongly believe that advice without proper explanation is useless. I really dislike following the
“what” while not being able to understand the “why.” I always want to understand the context,
evaluate various solutions by myself, and then choose the one that appears to be the best
under the circumstances. That is why I also want to share with you the context that motivated
us to accept our design rules. The best way to provide this context is to describe the real prob-
lems the NetBeans project faced at the time. As a result, this book is very close to a notebook. 

Also, the lab journal format pretty much follows the process of creation of this book. It
was not written in one go; its topics have been added over several years. Whenever we needed
to solve a problem that looked general enough, I added a new topic to the book’s table of con-
tents, thought about the solution, and then later wrote it down. This was the most effective
way of recording our rules, and indeed as a result, the final product resembles a lab journal: a
lab journal where a note is not written per day, but per problem! 

To get the best of both approaches, each topic analyzed in this book contains a note
describing the real situation that the NetBeans project had to solve. The problem is then con-
verted into a general recommendation applicable to any framework or shared library project.
This resembles the “thought path” we used: first there was a problem, then we analyzed it and
came up with rules to overcome it. As well, this gives the reader a chance to verify our
“thought path” and check that the advice is really applicable in other situations and that our
generalization is really correct. In all cases you can start with morphing the state described in
the “note” into your own project, and then applying the same thought steps and checking
whether they really result in our advice. 
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The world of API design is beautiful, and so far, mostly unexplored. Yet its knowledge is
needed. The software systems being built today are becoming extremely large and we need to
apply the best engineering practices to build them properly and make them reliable. API
design is one such practice. Let this book be your guide for 21st century software develop-
ment! Let our NetBeans API design adventures be your learning samples, and let the general
advice extrapolated from them help you to eliminate similar mistakes. It’s my hope that this
book will help you pass through your API design phases smoothly and without reinventing the
rules that we discovered on our journey, starting all the way back in 1997.
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Theory and Justification

The process of inventing, designing, and writing application programming interfaces

(APIs) can either be seen as an artistic or as a scientific pursuit. Depending on your point

of view, the API architect is an artist trying to change worlds or an engineer building

bridges between them. Most people I know would rather be artists, because artists are

associated with creativity, spontaneity, and beauty. However, a purely artistic approach

has one significant problem: emotions are not transferable. They are extremely subjective.

Explaining them to others is fraught with complexity. Although it is possible to create work

that generates an emotion, ensuring that two people respond identically is beyond the

capabilities, and probably also the goals, of art. As a result, an architect writing an API, just

like an artist producing a painting, risks the possibility that the work will be misunder-

stood. In that case, developers using it will create a feeling very different from the

architect’s intentions.

This might not be all bad. However, problems arise when the API architect decides, or is

forced, to develop an API in a group. Immediately, various attributes of an API are at risk.

For example, one of the most important attributes of an API is consistency, which avoids

unpleasantly surprising the API users. For an API to be consistent, there needs to be sig-

nificant coordination between members of the designing group. Coordination is difficult to

achieve when each member approaches the work as an individual artist. There needs to

be a shared vision. There needs to be a vocabulary that the group can use to describe the

vision. And there needs to be a methodology that can be used to create a result that fulfills

the vision. As soon as this is recognized, the API architect probably begins praying for the

API design process to become an engineering discipline, rather than an artistic one.
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Anyone who has ever tried to organize the work of 20 artists, and compared it to the work

of 20 engineers, can easily understand why.

DESIGN BY COMMITTEE

I designed and wrote most of NetBeans’ APIs from its earliest days. At the time, we strongly believed that a
good API cannot be designed by committee. That is why the goal for the other developers was mainly to use
the designed API, write implementations of their features against it, and potentially comment on and improve
what already existed. But gradually some of the other developers started to create their own APIs too.

I monitored such attempts closely. I commented on them, occasionally telling the others to do some-
thing differently or to remove pieces that looked odd to me. I sometimes even rewrote them myself and
insisted that they use my version. However, I found myself in an increasingly uncomfortable position.
Although I knew how I wanted the APIs to look, I was unable to explain my vision properly. Nor could I explain
why they should consider my advice useful, because my colleagues did not always want to listen and follow
my advice. I could use my right to veto their work, but that did not solve the problem either. I felt that some-
thing was wrong. However, I was unable to explain what or why. We lacked a shared set of terms, which
limited our communication. This situation was inevitable because the APIs had been designed by means of a
purely artistic approach.

I found proof of this a year later. One of the APIs developed further and, as NetBeans is an open source
project, it attracted an external developer. At first, the external contributor worked on bug fixes. Next, he
started his own subproject and designed its API. The original owner of the API came to me and asked me
whether I could help him find reasons why the subproject’s API was turning out badly: he did not like the
newly created API and wanted to prevent it from being integrated into his project. However, he was not able
to formulate what was wrong with it. At most, he managed to say that it did not adhere to his original vision.
That was absolute déjà vu for me. I used to tell him that his work did not fit into the NetBeans API’s vision—
or at least my own interpretation of it! 

Although it took me a while, after a few years of designing APIs and working with others

to design APIs that I liked, I came to realize that API design can be approached as an engi-

neering discipline. Although it’s not obvious at first, this discipline does have a lot of

objective attributes. As a consequence, it’s possible to turn the API design process into

something that engineers can understand—a kind of science.

Every real discipline needs a theory behind it: a theory that defines the world that forms

the subject of its domain. Such a world needs to be sharp and clearly defined. The less

sharp it is, the less rigorous the science is, and the more it becomes an art. This chapter

defines the world of API design. It identifies the various objects you have to deal with in

API design. It analyzes situations that you have to face during the process of designing an

API. Moreover, it begins to build a common vocabulary that people knowing the same the-

ory can use to better identify the objects of the API world and their relations. Based on



these fundamentals, we can later build in more complicated and less obvious conclusions

about the subject of API design theory.

It’s hard to write good APIs that can be consumed by a wide audience of users, especially an

international one. Everyone has their own style of understanding and their own way of view-

ing problems. Satisfying all of them is hard. Satisfying all of them at once is usually

impossible. Moreover, if your API is targeted to an international audience, it needs to deal

with various cultural differences. That’s why writing good, widely approachable APIs is hard.

Writing a book for an international audience is hard as well. Again, the matter of personal

and cultural preferences influences the way people want to read. Some would like to

understand the background first. Others would like to jump to examples directly to find out

if the whole thing is useful to them or not. Satisfying both these camps at once seems

impossible. Ultimately, as Edsger W. Dijkstra wonderfully describes in his text, “On the fact

that the Atlantic Ocean has two sides,”1 some people believe that a theoretical approach is

difficult and boring and that, by extension, practical examples are much more interesting.

They are probably right, at least in their cultural context. On the other hand, another group

of people would rather spend time building a common vocabulary and increase their

understanding of the world being explored step by step. This is difficult without a thorough

introduction. Without it, terms can have dual meanings, often leading to confusion. Obvi-

ously, it is hard to satisfy both camps at once. However, I will do my best to make

everybody happy.

A STABLE API

One of the basic terms in the world that our discipline wants to explore is stable API. I had been using this
term quite a lot when talking to various people in the NetBeans project, without expecting any problem. All
along, it seemed to me to be a word with a clear and obvious meaning.

Then I listened to an explanation of the term by one of my colleagues. He said that the API is stable if
and only if it will never undergo change! Although a stable API is likely to have some kind of “stability,” it will
still need to change sometimes.

I face this kind of misinterpretation all the time, where a term from the basic API vocabulary has differ-
ent meanings for different people. Of course, this ruins the whole conversation. If people think they
understand each other, when in fact they do not, then it is better not to talk at all. The images that crystallize
while talking are completely divergent, and as such are absolutely useless for communication.

That’s why I believe it’s good to spend some time defining basic terms.

1. Edsger Dijkstra, “On the fact that the Atlantic Ocean has two sides” (1976), http://www.
cs.utexas.edu/~EWD/transcriptions/EWD06xx/EWD611.html.



To avoid confusion about terms, this part is dedicated to vocabulary building and 

analysis of the general aspects of API design. It builds a vocabulary of basic terms,

describes the motivations of the whole API design effort, and outlines the main goals of

the design process. If this isn’t your preferred style of learning and if you believe you don’t

need this elementary material, feel free to jump directly to Part 2, which contains many

more code samples, tips, tricks, and various hacks. Don’t be surprised if the purpose of

some of them seems strange. That might be a sign that you’re missing the background

material discussed in this part. Also, if you’re eager to acquire more practical advice on

tools, compilers, and so on, feel free to start reading Part 3. However, again, keep the pre-

vious warning in mind: if the advice given doesn’t make sense, that might be due to a

missing piece of understanding relating to the API design theory behind it.

Without further ado, let’s dive into the theory. First we’ll go over the basics, which will help

us all to get up to speed. To get us in the mood for proper API design, let’s start with the

most basic questions that address the why, what, and how.



The Art of Building Modern
Software

The history of software development is short. It has been less than one hundred years since
people wrote and managed to execute the first computer program. Although brief, this history is
reminiscent of the history of any other intellectual invention. The most interesting parallel I’ve
heard so far is the comparison of the history of computer science with the way people tried to
understand the real world. One result of this comparison also yields an explanation of why a
good application programming interface (API) is needed. Let’s walk down that road now. 

Rationalism, Empiricism, and Cluelessness
The renaissance of modern science seemed to create two major, yet extreme, philosophical
approaches. Rationalism treated reason to be the primary source of information and postu-
lated that using just a pure thought, it is possible to understand and describe the real world.
The set of philosophers supporting this idea includes the progenitors of modern science Rene
Descartes (1596–1650) and Gottfried Wilhelm Leibniz (1646–1716), as well as Benedict Spinoza
(1632–1677), the creator of pantheism.

The initial impulse for this kind of understanding came from Galileo Galilei’s law of falling
objects, which postulates that two objects regardless of their weight always fall with the same
acceleration. This goes completely against natural expectations, as anyone who has tried to
drop a brick and a piece of paper knows that they are unlikely to reach the ground at the same
time. The brilliance of Galileo and other modern scientists was that he attributed that to
mutual cooperation of various natural laws, where the law of free fall was just one of them.
How did Galileo discover his law? He did a mental experiment. He imagined two solid balls of
the same size and weight being dropped. Indeed, they would reach the ground at the same
time. Then he imagined the same experiment but with one solid ball and one ball cut in the
middle into two parts, but with both parts being closely attached to each other. The result of
this experiment ends up exactly the same as the first one—both objects fall synchronously.
Now what happens if we slowly start to separate the two pieces of the ball? We can even keep
them connected with a small wire to still form one body. Indeed, regardless of the two halves
of the ball being a centimeter, meter, or even further apart, this object would continue to fall
with the same speed as the full solid ball. And last but not least, the same result would be
obtained even if we remove the wire! This result is completely against natural experience.
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Experience says that a piece of paper falls more slowly than stone. This pure mental experi-
ment explains that weight does not affect acceleration of falling objects. 

UNCONSCIOUS MATH AND PHYSICS

You’ll find, while reading the book, that I am obsessed with physics parables. Yes, I am, because, after read-
ing Petr Vopenka’s book2 about the importance of unconsciousness in the success of modern mathematics
and physics, I just cannot get his philosophical explanations from my mind. From time to time I reuse some of
his observations, however only in a very condensed form, as his book has more than 800 pages and carefully
builds proper understanding of all the terms. That is not the case for this book. Deep explanation of all his
concepts is beyond its capacity and purpose. As such, please excuse occasional simplifications.

People say that Galileo discovered his famous law by throwing stones from the leaning
tower of Pisa. Maybe he really tried that, but it was the mental experiment that could explain
the behavior without doubts. It was the first time that just plain thought could prove observa-
tion and experience wrong. Although in reality lighter objects fall more slowly than heavier
ones, which is what we know from our experience, we now know that other laws interfering
with gravity cause differences in falling speed. This was the experiment that showed the power
of pure reason and that gave Leibniz and Descartes their impetus to favor reason over experi-
ence. It was the catalyst for the whole philosophical movement of rationalism. Indeed, this
approach believes that the subject of research is and has to be reasonable. Indeed, if discover-
able by reason, it needs to have a reasonable origin. 

On the other side of the English Channel there was empiricism. Nearly at the same time,
great British minds such as David Hume (1711–1776), John Locke (1632–1704), and George
Berkeley (1685–1753) insisted that the primary source of understanding is experience. Without
seeing, hearing, or feeling the world, the mind has no chances to “think it up.” To understand
means to experience—or, in a more scientific way, to do experiments. Even here we can trace
the roots of Galileo, the first scientist who propagated scientific experiments as a source for
verification that an idea or a hypothesis is valid. From the empiricist point of view, the world
does not need to be reasonable. It might not be fully known, it might even not exist at all, and
in fact doesn’t matter. It isn’t necessary to understand it all if the perception of the senses
makes sense. 

From today’s point of view those two extreme ways to perceive the world are not in fact
that far away. At least current science understands the value of an experiment to verify its the-
ories. Also, Descartes understood the need for an experiment in science as well. So for us it
shouldn’t be a big problem to merge two opposing views into one. And yes, these days it’s
quite easy to do so. For most of our lives we don’t care much about the philosophical aspects
of our surroundings, we care more about the results. Life is supposed to be entertaining, not
boring, and reasonable. However, things we use daily “just” need to work—we usually don’t
care how they work. For example, we’re completely clueless about cars and mobile phones. We
feel it’s reasonable to use them, we just have no clue how they do what they do. We live in total
cluelessness. 
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RATIONAL APPROACH TO CLUELESSNESS

Writing APIs and books for an international audience is hard. Personal preferences and also cultural differ-
ences influence the way we approach problems that we face. Rationalists prefer to talk about theory—about
the internal connections behind real objects—and only later they create real examples mapping the theory to
the real world. Empiricists, on the other hand, would like to gain as much practical experience as possible,
and only later, if ever, make judgments about the relation between objects of the world.

This book explains API design from the viewpoint of selective cluelessness. It sees APIs as a perfect tool
to help us maximize cluelessness, while getting reliable results. It is essential to get a correct feeling for what
cluelessness really is. However, we’ll build our understanding of that term from a rationalist’s point of view—
we start with theory and not examples. This might not be the preferred approach for everyone; however, I
cannot satisfy both camps at once. Anyway, do not despair—as soon as the theory is over, and we have a
common vocabulary for the science of API design, there will be more than enough practical applications.

Cluelessness is a way of life for a majority of us. It is the result of the merging of rational-
ism and empiricism that applies these days. It is everywhere around us. It is present even in
the way we program and do software engineering. 

Evolution of Software So Far
In the 1940s and early ‘50s, programming was hard. People had to learn machine code to 
speak the computer’s language, know the sizes and number of registers, and in worse cases
even handle the screwdriver and connected wires that physically carried the signal between
individual computing units. The ratio between the work needed to think up an algorithm and
the slavery to turn it into an executable program was harshly tilted toward the boring,
mechanical jobs. 

FORTRAN was like heaven-sent simplification. Just like an empiricist, it allowed program-
mers to perceive the world of computation of mathematical formulas with just limited senses.
Programmers no longer needed to understand assembly language or worry about the techni-
cal internals of computers. They could completely forget about these details and concentrate
much more on the important thing—on converting a mathematical formula into algorithmic
steps to compute it. FORTRAN simplified the software development process while only mini-
mally limiting the things people could compute: a huge win for empiricism. 

However, programming still was not an easy discipline and the appetite for simplicity
continued to grow. New languages such as COBOL came up with visions such as “approach-
able by novice programmers” and “language readable by management,” and simplified
certain tasks associated with programming even more. Today nobody is seriously considering
writing a new system in COBOL. However, in those days COBOL significantly reduced the
amount of knowledge needed to access and manipulate a database compared to what was
needed with plain assembler or even FORTRAN. Empiricism was on the rise. 

However, not everyone liked this. There are and always have been people who believe in
reason—who think that the world and things in it should be reasonable. Those people can be
found all around us, even among programmers. In the ‘50s, rationalists such as John McCarthy
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