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Introduction

According to code.org, there are 500,000 open programming positions
available in the United States alone - compared to an annual crop of just
50,000 graduating computer science majors. The US Department of Labor
predicted there will be 1.4 million computer science jobs by 2020, however,
only enough people to fill roughly 30% of these jobs. To bridge the gap,
many people not formally trained in computer science are employed in
programming jobs. While they are able to start programming and coding
quickly, it often takes them time to acquire the necessary understanding
and gain the requisite skills to become an efficient computer engineer or
advanced developer.

The goal of the book is to provide the essential computer science
concepts and skills necessary to develop a sound understanding of the
field. It focuses on the foundational and fundamental concepts upon
which expertise in specific areas can be developed, including computer
architecture, programming language, algorithm and data structure,
operating systems, computer networks, distributed systems, security, and
more.

This is a must-read for computer programmers lacking formal
education in computer science. Secondarily, it is a refresher for all,
including people having formal education in computer science as well as
anyone looking to develop a general understanding of computer science
fundamentals.

Overall, we authors have attempted to make it as lucid as possible, so
people with limited or even no background in computer science can pick
up the book and go through the journey to develop a good understanding
of computer science. We're excited to have you on board.
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CHAPTER 1

Fundamentals of a
Computer System

There are many resources online to get you started programming,

but if you don’t have training in computer science, there are certain
fundamental concepts that you may not have learned yet that will help
you avoid getting frustrated, such as choosing the wrong programming
language for the task at hand or feeling overwhelmed. We wrote this book
to help you understand computer science basics, whether you already
started programming or you are just getting started. We will touch on the
topics someone with a computer science degree learns above and beyond
the semantics and syntax of a programming language. In this first chapter,
we will cover a brief history and evolution of a computer system and the
fundamentals of how it operates. We will cover some low-level computer
architecture and programming concepts in this chapter, but subsequent
chapters will cover higher-level programming concepts that make it much
easier to program the computer.

von Neumann Architecture

You've probably heard stories about computers the size of an entire
room in the 1940s into the 1970s, built with thousands of vacuum tubes,
relays, resistors, capacitors, and other components. Using these various

© Paul D. Crutcher, Neeraj Kumar Singh, and Peter Tiegs 2021
P.D. Crutcher et al., Essential Computer Science,
https://doi.org/10.1007/978-1-4842-7107-0_1
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CHAPTER 1  FUNDAMENTALS OF A COMPUTER SYSTEM

components, scientists invented the concept of gates, buffers, and
flip-flops, the standard building blocks of electronic circuits today. In the
1970s, Intel invented the first general-purpose microprocessor, called

the 8088, that IBM used to make the first PC that was small enough for
personal use. Despite the continuous advancements that have made it
possible to shrink the microprocessor, as you'll see, the core elements of
today’s desktop or laptop computer are consistent with the first computers
designed in the 1940s!

In 1945, John von Neumann documented the primary elements of a
computer in the “First Draft of a Report on the EDVAC” based on the work
he was doing for the government. EDVAC stands for Electronic Discrete
Variable Automatic Computer, which was the successor to the Electronic
Numerical Integrator and Computer (ENIAC), the first general-purpose
computer developed during World War II to compute ballistic firing tables.
EDVAC was designed to do more general calculations than calculating
ballistic firing tables. As depicted in Figure 1-1, von Neumann described
five subdivisions of the system: central arithmetic and central control (C),
main memory (M), input (I), output (O), and recording medium (R). These
five components and how they interact is still the standard architecture of
most computers today.

Memory
Input
npu Central Recording
Control Medium
Output

Figure 1-1. Primary Architecture Elements of a Computer
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In his paper, von Neumann called the central arithmetic and control
unit the central control organ and the combination of central control
and main memory as corresponding to associative neurons. Even today,
people refer to the central processing unit, or CPU, as the “brain” of the
computer. Don’t be fooled, though, because a computer based on this
architecture does exactly what it is programmed to do, nothing more and
nothing less. Most often the difficulties we encounter when programming
computers are due to the complex nature of how your code depends on
code written by other people (e.g., the operating system), combined with
your ability to understand the nuances of the programming language
you're using. Despite what a lot of people might think, there’s no magic to
how a computer works, but it can be complicated!

CPU: Fetch, Decode, Execute, and Store

The CPU's job is to fetch, decode, execute, and store the results of
instructions. There are many improvements that have been invented to
do it as efficiently as possible, but in the end, the CPU repeats this cycle
over and over until you tell it to stop or remove power. How this cycle
works is important to understand as it will help you debug multi-threaded
programs and code for multicore or multiprocessor systems.

Note Threads are a mechanism used to simulate executing a set of
instructions in parallel (at the same time), whereas multiple cores in
the same system actually do execute instructions in parallel.

The basic blocks of a CPU are shown in Figure 1-2. The CPU needs a
clock that sends an electric pulse at a regular interval, called a frequency.
The frequency of the clock dictates how fast the CPU can execute its
internal logic. The control unit drives the fetch, decode, execute, and store
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function of the processor. The arithmetic and logic unit, or ALU, performs
math operations and digital logic operations like AND, OR, XOR, and so
on. The CPU has an internal memory unit for registers and one or more
high-speed memory caches to store data proactively pulled in from main
memory.

Control Unit Clocking

Arithmetic and Logic
Unit (ALU)

Internal Memory for

Memory Cache
Registers y

Figure 1-2. Basic Blocks Inside a CPU

Fetch

The CPU fetches instructions from memory using addresses. Consider
your home’s mailbox; it has an address and, if it’s anything like my
mailbox, contains junk mail and a letter from my mom, if I'm lucky. Like
the mail in your mailbox, instructions sit in memory at a specific address.
Your mailbox is probably not much bigger than a shoebox, so it has a limit
to how much mail the mail carrier can put into it. Computer memory

is similar in that each address location has a specific size. This is an
important concept to grasp because much of computer programming has
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to do with data and instructions stored at an address in memory, the size
of the memory location, and so on.

When the CPU turns on, it starts executing instructions from a specific
location as specified by the default value of its instruction pointer. The
instruction pointer is a special memory location, called a register, that
stores the memory address of the next instruction.

Here’s a simple example of instructions in memory that add two
numbers together:

Address Instruction Human-Readable Instruction
200 B80A0O00000 MOV EAX,10
205 BBOA000000 MOV EBX,10
20A 01D8 ADD EAX,EBX

The first column is the address in memory where the instruction is
stored, the second column is the instruction itself, and the third column
is the human-readable version of the instruction. The address and
instruction numbers are in hexadecimal format. Hexadecimal is a base
16 number system, which means a digit can be 0-F, not just 0-9 as with
the decimal system. The address of the first instruction is 200, and the
instruction is “mov eax, 10,” which means “move the number 10 into the
EAX register” B8 represents “move something into EAX,” and 0A000000 is the
value. Hexadecimal digit A is a 10 in decimal, but you might wonder why
it’s in that particular position.

It turns out that CPUs work with ones and zeros, which we call
binary. The number 10 in binary is 1010. B8 is 10111000 in binary, so the
instruction BEOA0O00000 in binary would be 1011 1000 0000 1010 0000
0000 0000 0000 0000 0000.Can you imagine having to read binary
numbers? Yikes!

In this binary format, a single digit is called a “bit” A group of 8 bits is
called a “byte.” This means the maximum value of a byte would be 1111
1111, which is 255 in decimal and FF in hexadecimal. A word is 2 bytes,
which is 16 bits. In this example, the “MOV EAX” instruction uses a byte for
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the instruction and then 4 words for the data. If you do the math, 4 words
is 8 bytes, which is 32 bits. But if you are specifying the number 10 (or 0A
in hexadecimal) to be moved into the EAX register, why is it 0AO00000?
Wouldn't that be 167,772,160 in decimal? It would, but it turns out
processors don’t expect numbers to be stored in memory that way.

bit 0ori1

byte 8 bits

word 2 bytes = 16 bits

dword 2 words = 4 bytes = 32 bits

Most CPUs expect the lower byte of the word to be before the upper
byte of the word in memory. A human would write the number 10 as a
hexadecimal word like this: 000A. The first byte, 00, would be considered
the most significant byte; and the second byte, 0A, would be the least
significant. The first byte is more significant than the second byte because
it's the larger part of the number. For example, in the hexadecimal
word 0102, the first byte 01 is the “most significant” byte. In this case, it
represents the number 256 (0100 in hexadecimal is 256). The second
02 byte represents the number 2, so the decimal value of the hexadecimal
word 0102 is 258. Now, let’s look at the “MOV EAX, 10” instruction as a
stream of bytes in memory:

200: B8 <- Instruction (MOV EAX)

201: OA <- Least significant byte of 1st word
202: 00 <- Most significant byte of 1st word
203: 00 <- Least significant byte of 2nd word
204: 00 <- Most significant byte of 2nd word
205: ?? <- Start of next instruction

The instruction is a single byte, and then it expects 4 bytes for the data,
or 2 words, also called a “double word” (programmers use DWORD for
short). A double word, then, is 32 bits. If you are adding a hexadecimal
number that requires 32 bits, like 0DOCOBOA, it will be in this order in
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memory: 0AOBOCOD. This is called “little-endian.” If the most significant
byte is first, it’s called “big-endian.” Most CPUs use “little-endian,” but
in some cases data may be written in “big-endian” byte order when sent
between devices, for instance, over a network, so it’s good to understand
the byte order you're dealing with.

For this example, the CPU’s instruction pointer starts at address 200.
The CPU will fetch the instruction from address 200 and advance the
instruction pointer to the location of the next instruction, which in this
case is address 205.

The examples we've been studying so far have been using decimal,
binary, and hexadecimal number conventions. Sometimes it is hard to
tell what type of number is being used. For example, 10 in decimal is 2 in
binary and 16 in hexadecimal. We need to use a mechanism so that it is
easy to tell which number system is being used. The rest of this book will
use the following notation:

Decimal: No modifier. Example: 10

Hexadecimal: Starts with Ox or ends in h. Example:
0x10 or 10h

Binary: Ends in b. Example: 10b

Instruction Set Architecture

Instructions are defined per a specification, called instruction set
architecture, or ISA. There are two primary approaches to instruction set
architecture that have evolved over time: complex instruction sets and
reduced instruction sets. A system built with a complex instruction set is
called a complex instruction set computer, abbreviated as CISC. Conversely,
a system built with a reduced instruction set is referred to as a reduced
instruction set computer, abbreviated as RISC. A reduced instruction set is
an optimized set of instructions that the CPU can execute quickly, maybe in
a single cycle, and typically involves fewer memory accesses.
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Complex instructions will do more work in a single instruction and
take as much time to execute as needed. These are used as guiding
principles when designing the instruction set, but they also have a
profound impact on the microarchitecture of the CPU. Microarchitecture
is how the instruction set is implemented. There are multiple
microarchitectures that support the same ISA, for example, both Intel and
AMD (Advanced Micro Devices) make processors that support the x86 ISA,
but they have a different implementation, or microarchitecture. Because
they implement the same ISA, the CPU can run the exact same programs
as they were compiled and assembled into binary format. If the ISA isn’t
the same, you have to recompile and assemble your program to use it on a
different CPU.

Note A compiler and an assembler are special programs that take
code written by humans and convert it into instructions for a CPU that
supports a specific instruction set architecture (ISA).

Whether it is complex or reduced, the instruction set will have
instructions for doing arithmetic, moving data between memory locations
(registers or main memory), controlling the flow of execution, and more.
We will use examples based on the x86 ISA to understand how the CPU
decodes and executes instructions in the following sections.

Registers

CPUs have special memory locations called registers. Registers are used to
store values in the CPU that help it execute instructions without having to
refer back to main memory. The CPU will also store results of operations in
registers. This enables you to instruct the CPU to do calculations between
registers and avoid excess memory accesses. Table 1-1 is the original x86
ISA base register set.
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Table 1-1. x86 Base Register Set

64 bits 32 hits 16 bits(8086)
(x86_64) (x86) 8 bits 8 bits
Accumulator RAX EAX AX
AH AL
Base register RBX EBX BX
BH BL
Counter RCX ECX CX
CH CL
Data RDX EDX DX
DH DL
Base pointer RBP EBP BP
BPL
Source index RSI ESI SI
SIL
Destination index RDI EDI DI
DIL
Stack pointer RSP ESP SP
SPL
General purpose R8-R15 R8D-R15D R8W-R15W
R8B-R15B

It's important to understand how the registers are used by the CPU
for the given ISA. For example, the 32-bit counter, in this case ECX, will be
automatically decremented by the loop instruction. Another example is the
stack pointer where you can directly manipulate it, but it's modified by many
other instructions (we will explore the concept of a stack later in this chapter).
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The x86 register set has evolved over time and is meant to be backward
compatible with older versions of x86 CPUs. You can see the progression
from the original 16-bit processor to 32-bit and the now more common
64-bit memory address sizes. As the memory address size increased, so
did the register size, and new names were given to allow using the different
register sizes with the appropriate instructions. Even when in 64-bit mode,
the 32-bit register names enable programs written for 32 bits to run on
64-bit machines.

A typical ISA will have multiple register sets. For example, x86 has a
floating-point register set and another register set for handling large data
sets. The popular ARM architecture also has multiple register sets. The
register set and the ISA go hand in hand!

Decode, Execute, and Store

Decoding is when the CPU interprets the instruction and transfers the data
needed to execute the instruction into the CPU to prepare to execute the
instruction.

Instructions are formatted in a particular way to enable efficient
decoding. The instruction format specifies the opcode (the operation to be
performed), the operands (the registers or data needed for the operation),
and the addressing mode. The number and order of the operands depends
on the instruction addressing mode as follows:

Register Direct: Both operands are registers:

ADD EAX, EAX

Register Indirect: Both operands are registers, but one contains the
address where the operand is stored in memory:

MOV ECX, [EBX]
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