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Foreword

It was with a heavy heart that I made the decision not to participate in writing Pro Spring 2.5. 1 am
deeply thankful that Jan was around to pick up this book and run with it. Pro Spring has been a big
part of my life for over three years, and I didn't relinquish the reins lightly. When Juergen and I set
out working on Spring Framework 2.0, I knew that I wouldn’t have the time to participate in the
writing process and write the software at the same time. Fortunately, Jan was there to step into the
breach.

Jan and Apress had additionally planned to release Pro Spring 2.0, but Juergen and I inadver-
tently made it impossible for them to keep up by making many changes to the Spring Framework.

I vividly remember cringing when updating all the JSP form tags, knowing that I was creating yet
more work for Jan.

With the 2.5 release just on the horizon, Jan made the sensible choice to forego a 2.0 edition
and head straight for 2.5. This was a wise move. The Spring Framework 2.5 release reflects the state
of the art in both the Spring Framework and in enterprise Java frameworks as a whole. A guide book
to this critical tool is necessary reading for any conscientious Java developer.

Irecall, back in the early days of running Cake Solutions, when we decided we needed to hire
another programmer. We were very inexperienced at hiring in general, and hiring programmers is
fraught with problems. We knew that we wanted to get a graduate, but we never imagined that we
would get someone as accomplished as Jan.

I remember, in his first week, he wrote a complete desktop mailing package from scratch—and
it worked. Over the last five years, Jan has been at the center of most of the projects run at Cake, many
of which are large-scale Java products based on the Spring Framework. His knowledge of Spring comes
from an immense amount of practical experience: he has been in the trenches with Spring since
version 1.0 and has delivered successful systems on top of it.

To his credit, Jan realized that writing Pro Spring 2.5 was too big a job for just one man, so he
roped in the rest of the Cake Solutions team to help him. This prospect excited me greatly— a team
of real programmers, with real experience in Spring, passing along that knowledge. There is no doubt
that many will find this book to be an indispensable reference.

And so, although I am disappointed at being unable to work on this book myself, I am glad that
Jan was there to deliver what so many people have been asking for, an updated version of Pro Spring.
Enjoy,

Rob Harrop
Principal Software Engineer and Lead Engineer
of the SpringSource Application Platform

XXi
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Introduction

Recently, the Java world has witnessed a dramatic shift away from so-called “heavyweight” archi-
tectures such as Enterprise JavaBeans (EJB) toward lighter weight frameworks such as Spring. Complex
and container-dependent services, such as CMP, and transaction management systems have been
replaced with simpler alternatives such as Hibernate and aspect-oriented programming (AOP). At
the core, Spring provides a comprehensive, lightweight container based on the principle of Inversion
of Control (IoC), on which you can build your own applications. On top of this container, Spring
provides a myriad of useful services, bringing together a large range of highly competent open
source projects into a single cohesive framework.

The quality of the Spring Framework has seen it replacing traditional Java EE architectures in
many cases; as a result, more and more developers see the need for comprehensive Spring skills.
Despite Spring having quite an extensive suite of documentation and examples, we feel that many
developers are still struggling to understand how to use Spring and, more importantly, how to use it
effectively. Because of this, we decided to write a new edition of Pro Spring.

At first, we thought we would just update a few chapters and call it Pro Spring 2.5. However, we
quickly realized that Spring 2.5 brought so many new features and improvements that, although we
kept the old Pro Spring name, this is a completely new book.

Through this book, you will learn how to use Spring to build better web and stand-alone appli-
cations and how to sift through the many choices available to you through the framework. Our aim
is to provide you with all the knowledge you need to use Spring effectively in your own applications
and to give you insight into what is happening behind the scenes in Spring.

For example, you will

¢ Learn the fundamentals of IoC in the context of AOP.

* Become aware of the seamlessness and power of Spring by referencing the easy-to-understand
sample applications we provide.

e Learn how to replace common EJB features with Spring alternatives, including Spring’s
comprehensive AOP-based transaction management framework.

¢ Effectively manage your Spring components and applications using Spring’s built-in JMX
engine.

e Learn how to add scheduling to your Spring application with Quartz.

After reading this book, you will be equipped with all the knowledge you need to build applications
effectively using Spring and its related open source projects.
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PART 1

Getting Started with Spring

In this part of the book, we will introduce the Spring Framework, starting with the steps needed to
download the binary and source distributions. We will next explain the Inversion of Control (loC)
pattern and aspect-oriented programming (AOP). loC and AOP lie at the heart of the Spring Frame-
work. Toward the end of Part 1, we will show you, in full detail, various ways to configure
Spring-managed beans. Finally, we will round off Part 1 with a look at some of the most important
Spring design patterns.



CHAPTER 1

Introducing Spring

When we think of the community of Java developers, we are reminded of the hordes of gold rush
prospectors of the late 1840s, frantically panning the rivers of North America looking for fragments
of gold. As Java developers, our rivers run rife with open source projects, but, like the prospectors,
finding a useful project can be time consuming and arduous. And yet, more and more developers
are turning to open source tools and code. Open source brings innovative code and few restrictions
on its usage, allowing developers to focus on the core of the applications they build.

A common gripe about many open source Java projects is that they exist merely to fill a gap in
the implementation of the latest buzzword-heavy technology or pattern. Another problem is that
some projects lose all their momentum: code that looked very promising in version 0.1 never reaches
version 0.2, much less 1.0. Having said that, many high-quality, user-friendly projects meet and address
areal need for real applications. In the course of this book, you will meet a carefully chosen subset
of these projects. You will get to know one in particular rather well—Spring.

Spring has come a long way since the early code written by Rod Johnson in his book Expert
One-to-One J2EE Design and Development (Wrox, October 2002). It has seen contributions from the
most respected Java developers in the world and reached version 2.5.

Throughout this book, you will see many applications of different open source technologies, all
of which are unified under the Spring Framework. When working with Spring, an application devel-
oper can use a large variety of open source tools, without needing to write reams of infrastructure
code and without coupling his application too closely to any particular tool. This chapter is a gentle
introduction to the Spring Framework. If you are already familiar with Spring, you might want to skip
this chapter and go straight to Chapter 2, which deals with the setup and introduces the “Hello, World”
application in Spring.

Our main aims in this book are to provide as comprehensive a reference to the Spring Framework
as we can and, at the same time, give plenty of practical, application-focused advice without it seem-
ing like a clone of the documentation. To help with this, we build a full application using Spring
throughout the book to illustrate how to use Spring technologies.

What Is Spring?

The first thing we need to explain is the name Spring. We will use “Spring” in most of the text of this
book, but we may not always mean the same thing. Sometimes, we will mean the Spring Framework
and sometimes the Spring project. We believe the distinction will always be clear and that you will
not have any trouble understanding our meaning.

The core of the Spring Framework is based on the principle of Inversion of Control (IoC). Appli-
cations that follow the IoC principle use configuration that describes the dependencies between its
components. It is then up to the IoC framework to satisfy the configured dependencies. The “inversion”
means that the application does not control its structure; it is up to the IoC framework to do that.
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Consider an example where an instance of class Foo depends on an instance of class Bar to perform
some kind of processing. Traditionally, Foo creates an instance of Bar using the new operator or obtains
one from some kind of factory class. Using the IoC technique, an instance of Bar (or a subclass) is
provided to Foo at runtime by some external process. This injection of dependencies at runtime has
sometimes led to IoC being given the much more descriptive name dependency injection (DI). The
precise nature of the dependencies managed by DI is discussed in Chapter 3.

Spring’s DI implementation puts focus on loose coupling: the components of your application
should assume as little as possible about other components. The easiest way to achieve loose cou-
pling in Java is to code to interfaces. Imagine your application’s code as a system of components: in
a web application, you will have components that handle the HTTP requests and then use the com-
ponents that contain the business logic of the application. The business logic components, in turn,
use the data access objects (DAOs) to persist the data to a database. The important concept is that
each component does not know what concrete implementation it is using; it only sees an interface.
Because each component of the application is aware only of the interfaces of the other components,
we can switch the implementation of the components (or entire groups or layers of components) with-
out affecting the components that use the changed components. Spring’s DI core uses the information
from your application’s configuration files to satisfy the dependencies between its components. The
easiest way to allow Spring to set the dependencies is to follow the JavaBean naming conventions
in your components, but it is not a strict requirement (for a quick introduction to JavaBeans, go to
Chapter 3).

When you use DI, you allow dependency configuration to be externalized from your code.
JavaBeans provide a standard mechanism for creating Java resources that are configurable in a stan-
dard way. In Chapter 3, you will see how Spring uses the JavaBean specification to form the core of
its DI configuration model; in fact, any Spring-managed resource is referred to as a bean. If you are
unfamiliar with JavaBeans, take a look at the quick primer at the beginning of Chapter 3.

Interfaces and DI are mutually beneficial. We are sure that everyone reading this book will
agree that designing and coding an application to interfaces makes for a flexible application that is
much more amenable to unit testing. But the complexity of writing code that manages the depend-
encies between the components of an application designed using interfaces is quite high and places
an additional coding burden on developers. By using DI, you reduce the amount of extra code you
need for an interface-based design to almost zero. Likewise, by using interfaces, you can get the most
out of DI because your beans can utilize any interface implementation to satisfy their dependency.

In the context of DI, Spring acts more like a container than a framework—providing instances
of your application classes with all the dependencies they need—but it does so in a much less intru-
sive way than, say, the EJB container that allows you to create persistent entity beans. Most importantly,
Spring will manage the dependencies between the components of your application automatically.
All you have to do is create a configuration file that describes the dependencies; Spring will take
care of the rest. Using Spring for DI requires nothing more than following the JavaBeans naming
conventions within your classes (a requirement that, as you will see in Chapter 4, you can bypass
using Spring’s method injection support)—there are no special classes from which to inherit or pro-
prietary naming schemes to follow. If anything, the only change you make in an application that uses
DI is to expose more properties on your JavaBeans, thus allowing more dependencies to be injected
at runtime.

Note A container builds the environment in which all other software components live. Spring is a container,
because it creates the components of your application and the components are children of the container.

A framework is a collection of components that you can use to build your applications. Spring is a framework,
because it provides components to build common parts of applications, such as data access support, MVC support,
and many others.
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Although we leave a full discussion of DI until Chapter 3, it is worth taking a look at the benefits
of using DI rather than a more traditional approach:

Reduce glue code: One of the biggest plus points of DI is its ability to reduce dramatically the
amount of code you have to write to glue the different components of your application together.
Often, this code is trivial—where creating a dependency involves simply creating a new instance
of a class. However, the glue code can get quite complex when you need to look up dependencies
in a JNDI repository or when the dependencies cannot be invoked directly, as is the case with
remote resources. In these cases, DI can really simplify the glue code by providing automatic
JNDI lookup and automatic proxying of remote resources.

Externalize dependencies: You can externalize the configuration of dependencies, which allows
you to reconfigure easily without needing to recompile your application. This gives you two
interesting benefits. First, as you will see in Chapter 4, DI in Spring gives you the ideal mecha-
nism for externalizing all the configuration options of your application for free. Second, this
externalization of dependencies makes it much simpler to swap one implementation of

a dependency for another. Consider the case where you have a DAO component that performs
data operations against a PostgreSQL database and you want to upgrade to Oracle. Using DI,
you can simply reconfigure the appropriate dependency on your business objects to use the
Oracle implementation rather than the PostgreSQL one.

Manage dependencies in a single place: In the traditional approach to dependency management,

you create instances of your dependencies where they are needed—within the dependent

class. Even worse, in typical large applications, you usually use a factory or locator to find the
dependent components. That means that your code depends on the factory or locator as well
as the actual dependency. In all but the most trivial of applications, you will have dependencies
spread across the classes in your application, and changing them can prove problematic.

When you use D], all the information about dependencies is the responsibility of a single com-
ponent (the Spring IoC container), making the management of dependencies much simpler

and less error prone.

Improve testability: When you design your classes for DI, you make it possible to replace depend-
encies easily. This comes in especially handy when you are testing your application. Consider
a business object that performs some complex processing; for part of this, it uses a DAO object
to access data stored in a relational database. You are not interested in testing the DAO; you
simply want to test the business object with various sets of data. In a traditional approach, where
the service object is responsible for obtaining an instance of the DAO itself, you have a hard time
testing this, because you are unable to replace the DAO implementation easily with a dummy
implementation that returns your test data. Instead, you need to make sure that your test data-
base contains the correct data and uses the full DAO implementation for your tests. Using DI,
you can create a mock implementation of the DAO that returns the test data, and then you can
pass this to your service object for testing. This mechanism can be extended for testing any tier
of your application and is especially useful for testing web components, where you can create
fake implementations of HttpServletRequest and HttpServletResponse.

Foster good application design: Designing for DI means, in general, designing against interfaces.
A typical injection-oriented application is designed so that all major components are defined
as interfaces, and then concrete implementations of these interfaces are created and wired
together using the DI container. This kind of design was possible in Java before the advent of
DI and DI-based containers such as Spring, but by using Spring, you get a whole host of DI fea-
tures for free, and you can concentrate on building your application logic, not a framework to
support it.
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As you can see from this list, DI provides a lot of benefits, but it is not without its drawbacks
too. In particular, DI can make seeing just what implementation of a particular dependency is being
hooked into which objects difficult, especially for someone not intimately familiar with the code.
Typically, this is only a problem when developers are inexperienced with DI; after becoming more
experienced, developers find that the centralized view of an application given by Spring DI lets them
see the whole picture. For the most part, the massive benefits far outweigh this small drawback, but
you should consider this when planning your application.

Beyond Dependency Injection

The Spring core alone, with its advanced DI capabilities, is a worthy tool, but where Spring really
excels is in its myriad of additional features, all elegantly designed and built using the principles
of DI. Spring provides tools to help build every layer of an application, from helper application pro-
gramming interfaces (APIs) for data access right through to advanced model-view-controller (MVC)
capabilities. What is great about these features is that, although Spring often provides its own approach,
you can easily integrate them with other tools, making them all first-class members of the Spring
family.

Aspect-Oriented Programming with Spring

Aspect-oriented programming (AOP) is one of the technologies of the moment in the programming
space. AOP lets you implement crosscutting logic—that is, logic that applies to many parts of your
application—in a single place, and then have that logic automatically applied right across the appli-
cation. AOP is enjoying an immense amount of time in the limelight at the moment; however, behind
all the hype is a truly useful technology that has a place in any Java developer’s toolbox.

There are two main kinds of AOP implementation. Static AOB, such as Aspect] (www.aspectj.org),
provides a compile-time solution for building AOP-based logic and adding it to an application.
Dynamic AOP such as that in Spring, allows crosscutting logic to be applied arbitrarily to any other
code at runtime. Finally, in Spring 2.5, you can use load-time dynamic weaving, which applies the
crosscutting logic when the class loader loads the class. Both kinds of AOP have their places, and
indeed, Spring provides features to integrate with Aspect]. This is covered in more detail in Chapters 5
and 6.

There are many applications for AOP. The typical one given in many traditional examples
involves performing some kind of tracing, but AOP has found many more ambitious uses, even
within the Spring Framework itself, particularly in transaction management. Spring AOP is covered
in depth in Chapters 5-7, where we show you typical uses of AOP within the Spring Framework and
your own application. We also look into the issue of performance and consider some areas where
traditional technologies can work better than AOP.

Accessing Data in Spring

Data access and persistence seem to be the most often discussed topics in the Java world. It seems
that you cannot visit a community site such as www.theserverside.com without being bombarded
with articles and blog entries describing the latest, greatest data access tool.

Spring provides excellent integration with a choice selection of these data access tools. More-
over, Spring makes the use of JDBC, a viable option for many projects thanks to its simplified
wrapper APIs around the standard JDBC API. As of Spring version 1.1, you have support for JDBC,
Hibernate, iBATIS, and Java Data Objects (JDO).

The JDBC support in Spring makes building an application on top of JDBC realistic, even for
complex applications. The support for Hibernate, iBATIS, and JDO makes their already simple APIs
even simpler, thus easing the burden on developers. When using the Spring APIs to access data via
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any tool, you can take advantage of Spring’s excellent transaction support. A full discussion of this
support can be found in Chapter 15.

One of Spring’s nicest features is the ability to mix and match data access technologies easily
within an application. For instance, you may be running an application with Oracle, using Hibernate
for much of your data access logic. However, if you want to take advantage of Oracle-specific features,
it is simple to implement that particular part of your data access tier using Spring’s JDBC APIs.

Simplifying and Integrating with Java EE

There has been a lot of discussion recently about the complexity of various Java EE APIs, especially
those of EJB. It is evident from the EJB 3.0 specification that this discussion has been taken on board
by the expert group, and EJB 3.0 brought some simplifications and many new features. Even with
the simplifications over EJB 2.0, using Spring’s simplified support for many Java EE technologies is still
more convenient. For instance, Spring provides a selection of classes for building and accessing
EJB resources. These classes cut out a lot of the grunt work from both tasks and provide a more
DI-oriented API for EJBs.

For any resources stored in a JNDI-accessible location, Spring allows you to do away with the
complex lookup code and have JNDI-managed resources injected as dependencies into other
objects at runtime. As a side effect of this, your application code becomes decoupled from JNDI,
giving you more scope for code reuse in the future.

As of version 1.0.2, Spring does not support JMS access. However, the CVS repository already
contains a large array of classes that are to be introduced in 1.1. Using these classes simplifies all
interaction with Java Message Service (JMS) destinations and should reduce a lot of the boilerplate
code you need to write in order to use JMS from your Spring applications.

Chapters 11-13 explain how Spring works with the most important Java EE application compo-
nents; Chapter 14 addresses application integration issues; and Chapter 20 deals with management
of Java EE applications.

Job Scheduling Support

Many advanced applications require some kind of scheduling capability. Whether for sending
updates to customers or doing housekeeping tasks, the ability to schedule code to run at a prede-
fined time is an invaluable tool for developers.

Spring supports two scheduling mechanisms: one uses the Timer class, which has been available
since Java 1.3; and the other uses the Quartz scheduling engine. Scheduling based on the Timer class
is quite primitive and is limited to fixed periods defined in milliseconds. With Quartz, on the other
hand, you can build complex schedules using the Unix cron format to define when tasks should be run.

Spring’s scheduling support is covered in full in Chapter 11.

Mail Support

Sending e-mail is a typical requirement for many different kinds of applications and is given first-class
treatment within the Spring Framework. Spring provides a simplified API for sending e-mail messages
that fits nicely with its DI capabilities. It supports pluggable implementations of the mail API and
comes complete with two implementations: one uses JavaMail, and the other uses Jason Hunter’s
MailMessage class from the com.oreilly.servlet package available from http://servlets.com/cos.

Spring lets you create a prototype message in the DI container and use this as the base for all
messages sent from your application. This allows for easy customization of mail parameters such as
the subject and sender address. However, there is no support for customizing the message body
outside of the code. In Chapter 12, we look at Spring’s mail support in detail and discuss a solution
that combines templating engines such as Velocity and FreeMarker and Spring, allowing mail con-
tent to be externalized from the Java code.

7
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In addition to simple mail-sending code, we will show how to use Spring events to implement
fully asynchronous messaging infrastructure. We will make use of the Spring Java Management Exten-
sions (JMX) features to show how to create an efficient management console for the mail queues.

Dynamic Languages

Dynamic languages in Spring allow you to implement components of your application in languages
other than Java (Spring 2.5 supports BeanShell, JRuby, and Groovy). This allows you to externalize
part of your application’s code so that it can be easily updated by administrators and power users.
You could do this even without Spring, but the support built into Spring means that the rest of your
application will not be aware that a component is implemented in another language; it will appear
to be an ordinary Spring bean.

Many large applications have to deal with complex business processes. This would not be too dif-
ficult to handle in Java, but in most cases, these processes change over time, and users want to be able
to make the changes themselves. This is where a domain-specific language implementation comes in.

In Chapter 14, you will see how to use the dynamic language support in Spring 2.5 and how to
use it to implement a simple domain-specific language.

Remoting Support

Accessing or exposing remote components in Java has never been simple. Using Spring, you can
take advantage of extensive support for a wide range of remoting techniques that help you expose
and access remote services quickly.

Spring supports a variety of remote access mechanisms, including Java RMI, JAX-RPC, Caucho
Hessian, and Caucho Burlap. In addition to these remoting protocols, Spring 1.1 introduced its own
HTTP-based protocol that is based on standard Java serialization. By applying Spring’s dynamic
proxying capabilities, you can have a proxy to a remote resource injected as a dependency into one
of your components, thus removing the need to couple your application to a specific remoting
implementation and also reducing the amount of code you need to write for your application.

As well as making it easy to access remote components, Spring provides excellent support for
exposing a Spring-managed resource as a remote service. This lets you export your service using
any of the remoting mechanisms mentioned earlier, without needing any implementation-specific
code in your application.

Integrating applications written in different programming languages, and possibly running on
different platformes, is one of the most compelling reasons for using remote services. In Chapter 14,
we will show how to use remoting between Java applications and a C# Windows rich client applica-
tion making full use of a Spring service running on a Unix system.

Managing Transactions

Spring provides an excellent abstraction layer for transaction management, allowing for program-
matic and declarative transaction control. By using the Spring abstraction layer for transactions,
you can easily change the underlying transaction protocol and resource managers. You can start
with simple, local, resource-specific transactions and move to global, multiresource transactions
without having to change your code. Transactions are covered in full detail in Chapter 15.

The Spring MVC Framework

Although Spring can be used in almost any application, from a service-only application, through
web and rich-client ones, it provides a rich array of classes for creating web-based applications.
Using Spring, you have maximum flexibility when you are choosing how to implement your web
front end.



