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Introduction

Rich Internet applications (RIAs), or web applications, are those web sites that blur the bound-
ary between the web browser and standard desktop applications. Managing your e-mail through 
web sites such as Google Gmail, Yahoo! Mail, and Microsoft Windows Live Hotmail is every bit 
as simple and intuitive as using a desktop e-mail client such as Microsoft Outlook or Apple Mail. 
Web page refreshes are not expected when performing actions, and if a new message is received 
by the mail server, we expect to see it appear in our inbox immediately.

Building web sites that behave in this way is seen as a departure from the traditional 
model on the Web, where performing actions such as a submitting a form or clicking a link to 
refresh an online forum to see the latest posts were considered the norm. It is this difference 
that has led some to label these RIAs as Web 2.0, as if an upgrade to the Web were taking place.

In some respects an upgrade has been taking place, but not an upgrade of the Web itself. 
The improvements are actually in the web browsers we use to browse our favorite sites. 
Gradually over the past few years, features have been added to each of the major web brows-
ers. Additionally, some attempts at conformance among browser manufacturers have meant 
that finally, through the power of JavaScript and standardized Document Object Model (DOM) 
scripting, live page updates are possible using data loaded dynamically from the web server. 
The Web is no longer a static place.

I have written this book primarily to help you harness the power of JavaScript to add 
dynamic components to your pages and to create entire RIAs of your own. (I assume you 
already have some knowledge of HTML, CSS, and JavaScript.) With great power comes great 
responsibility, however. I put emphasis on ensuring that you understand the importance of 
creating a responsive user experience that excites, rather than frustrates, your site visitors. 
I also stress that you have the ability to apply creativity through your design, to make your 
application look and behave superior to any static web site. You’ll see how you can use  
custom-built user interface components that don’t sacrifice usability or accessibility,

By the end of this book, you should have the confidence to build your own web site or RIA, 
safe in the knowledge that it has been constructed in a robust, reliable, efficient, beautiful, and 
highly accessible manner.
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Best Practices

In this first part of the book, I will present some  tried-and- tested guidelines for building 

rich Internet applications (RIAs). Applying these guidelines will allow you to build the foun-

dations of a web site structure that’s scalable from a single page with a few lines of code 

up to many thousands of pages and thousands of lines of code. I will show you how to fol-

low best practices in a sensible, pragmatic way that won’t make the tasks of application 

maintenance and bug fixing daunting—during construction or in the future.
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C H A P T E R  1

Building a Solid Foundation

If you’re reading this book, chances are that you have felt the proud sense of achievement that 
comes with building and releasing a web site. Perhaps you completed the project solo; per-
haps you built it as part of a team. Maybe it’s a simple site, with just a few pages you’re using 
to establish a presence for yourself on the Internet for an audience of a few of your friends, or 
maybe it’s a  cutting- edge rich Internet application (RIA) with social networking features for a 
potential audience of millions. In any case, congratulations on completing your project! You 
deserve to feel proud.

Looking back to the start of your project with the knowledge and experience you have gar-
nered, I bet you can think of at least one thing that, if done differently, would have saved you 
from bashing your head against the wall. If you’re just starting out in the web development 
industry, it might be that you wish you had kept a backup of a previous version of your files, 
because it cost you precious time trying to recover your changes after an unexpected power 
outage. Or it might be that you wish you hadn’t decided to rely on that  third- party software 
library that seemed like it would be up to the task at the start of the project, but soon proved 
itself to be a huge waste of time and effort. In the course of my own career, I’ve been in exactly 
these situations and come out the other side a little wiser. I’ve learned from those mistakes 
and fed that new knowledge back into the next project.

Based on my experiences and what I’ve learned from others, I’ve developed an effective, 
sensible approach to web development. This approach, along with a handful of smart tech-
niques thrown in the mix, should minimize those  head- bashing moments and ensure things 
run more smoothly right from the  get- go all the way through to the launch of your next web 
site or application. 

Best Practice Overview
Let’s start by considering what is meant by the term best practice. If you’ve been in the devel-
opment profession for long, you’ll have heard this expression being tossed around quite a lot 
to justify a particular coding technique or approach. It is a bit of a loaded phrase, however, and 
should be treated with caution. I’ll explain why.
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Who Put the “Best” in Best Practice?
The landscape of web development is constantly changing. Browsers rise and fall in popular-
ity, feature adoption between them is not always in parallel, and the technologies we use to 
construct web sites for display in such browsers are still fairly immature, constantly undergo-
ing revisions and updates. In an environment that is in flux, what we might consider to be a 
 best- practice solution to a problem right now could be obsolete in six months’ time.

The use of the word best implies that a benchmark exists for comparison or that some 
kind of scientific testing has been adopted to make the distinction. However, very rarely have 
such tests been undertaken. You should consider carefully any techniques, technologies, and 
components that have been labeled as best practice. Evaluate them for yourself and decide if 
they meet a set of criteria that benefit you as a developer, the end users of your site, and if rel-
evant, the client for whom you are undertaking the work.

The guidelines, rules, and techniques I set out in this chapter are ones that I have person-
ally tried out and can attest to their suitability for  real- world web development. I consider 
them to be the best we have right now. Of course, some of these could be irrelevant by the time 
you are reading this book, so my advice to you is to stay  up-to- date with changes in the indus-
try. Read magazines, subscribe to blog feeds, chat with other developers, and scour the Web 
for knowledge. I will maintain a comprehensive list of sources I recommend on my personal 
web site at  to give you a place to start. 

By staying abreast of changes to these best practices, you should be able to remain at the 
forefront of the web development industry, armed with a set of tools and techniques that will 
help you make your  day-to- day work more efficient, constructive, and rewarding.

Finally, don’t be afraid to review, rewrite, or refactor the code you write as you build your 
sites. No one has built a web site from scratch without needing to make code alterations. Don’t 
believe for a second that any code examples you see on the Web, or in this or any other book, 
were written in a way that worked perfectly the first time. With that said, knowledge and expe-
rience make things easier, so practice every chance you get to become the best web developer 
you can be.

Who Benefits from Best Practices?
The truth is that everyone should be able to benefit from the use of best practices in your code. 
Take a look at the following lists, and use these criteria to assess any guidelines, techniques, or 
technologies you come across for their suitability for your site.

Web Developers
Best practice starts at home. A site structure and code that work well for you and your web 
developer colleagues will make all your lives a lot easier, and reduce the pain that can be 
caused by poor coding.
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-

 and world regions without a lot of 

Search Engines and Other Automated Systems
Believe it or not, a large percentage of site traffic is from automated machines and scripts, such 
as search engines, screen scrapers, and site analysis tools. Designing for these robots is every 
bit as important as for any other group of users.

End Users
The most important users of your code are your site visitors, so making your code work effec-
tively for them is the number one priority.

-

General Best Practices
If you’re like most developers, you probably want to spend as much of your time as possible 
constructing attractive user interface components and  great- looking web sites, rather than 
refactoring your code base because of an unfortunate architectural decision. It’s very impor-
tant to keep your code well maintained. Without sensible structure and readability, it will 
become harder and harder to maintain your code as time passes. Bear in mind that all the 
guidelines in this chapter have been put together with a view to making things as easy on you, 
the developer, as possible.
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Define the Project Goals
The following are the two most important things to consider while coding a web page:

Bear in mind that the end users may not be human. If you were to check the server 
request logs for one of your existing sites, you would discover that many of your site visitors 
are actually search engine spiders, RSS readers, or other online services capable of reading 
your raw page content and transforming it into something else.

This kind of  machine- based access is likely to become more widespread over the coming 
years, as automatic content syndication, such as RSS feeds, becomes more commonplace. For 
example, content from the popular  knowledge- sharing site Wikipedia (

) is already being used in other places around the Web, including within Google Maps 
( ), where articles are placed according to the geographical position of 
the content described in each article.

Yahoo! and other search engine companies have been pushing for some time for web 
developers to incorporate extra  context- specific markup within pages, so that they can better 
understand the content and perhaps present the results in their search engine in a different 
way. Recipes could be presented with images and ingredients, for example;  movie- related 
results could contain reviews and a list of where the movie is showing near you. The possibili-
ties of connecting your code together with other developers’ code online like this are vast. By 
marking up your content in the correct way, you ensure the whole system fits together in a 
sensible, coherent, connected way, which helps users get the information they are looking for 
faster.

As for ensuring other developers (including yourself, if only for your own sanity when 
you return to a project after a long break) can follow your code, you need to consider what the 
usual site maintenance tasks might be. These usually fall into the following four categories:

 country- specific versions

By thinking about these tasks  up- front, you reduce the likelihood of needing to refactor 
your code or rearrange and split up files, so the job of maintenance is made easier. Welcome 
back, sanity!

Know the Basic Rules
So how do we go about making sure that 
rules of thumb seem to sum it up succinctly:

-
tations, and learn how to deal with them.
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browser.

-
ing to purpose, site structure, and/or language.

Let’s go through each of these basic rules in order.

Follow Mature, Open, and  Well- Supported Web Standards
Back in the early 1990s, a very clever man who worked at the technology research organization 

), Tim  Berners- Lee, 
invented what we know today as the World Wide Web. He developed the concepts of home 
pages, Hypertext Markup Language (HTML), and interconnected hyperlinks that form the 
foundation of web browsing. He also created the world’s first web browser to demonstrate his 
invention.

the decision was made to redirect funding and talent toward building the recently completed 
Tim  Berners- Lee made the decision to create a separate 

organization to manage the continuation of standards development for HTML and its related 
technologies. This new organization, the

), was born in October 1994. 

standards and practices relating to the Web. The three that are most useful to readers of this 

Two popular browsers emerged in those early days of the Web: Netscape Navigator, 
released in December 1994, and Microsoft’s Internet Explorer (IE), released in August 1995. 
Both browsers were based on similar underlying source code and rendered web pages in a 
similar way. Of course, a web page at the time was visibly very different from what we see 
today, so this wasn’t particularly difficult for both to achieve.

Roll on a year to 1996, and things get a little more interesting. Microsoft introduced basic 

a way for web developers to apply font and color formatting; text alignment; and margins, 
borders, and padding to most page elements. Netscape soon followed suit, and competition 
began to intensify between the two browser manufacturers. They both were attempting to 

were ready for the mainstream.
Naturally, such a variation in browser support for standards led to confusion for web 

developers, who often tended to design for an either/or scenario. This resulted in end users 
facing web sites that displayed the message “This web site works only in Internet Explorer. 
Please upgrade your browser.”
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-
facturers and developers to follow. As developers, we must consider them only as useful as 
their actual implementation in common web browsers. Over time, browsers have certainly 
made strides toward convergence on their implementations of these web standards. Unfortu-
nately, older versions of browsers with poorer quality of standards adoption in their rendering 
of web pages still exist, and these must be taken into account by web developers.

The principle here is to ensure you are  up-to- date on common standards support in 
-

dard is well supported, you should use it. If not, it is best avoided.

Deal with  Cross- Browser Issues
Web browsers are regularly updated, and they quite often feature better support for exist-

recommendations.
Historically, browsers have varied in their implementations of existing recommendations. 

This is also true of browser support for the newer recommendations. This means that develop-
ers must aim to stay  up-to- date with changes made to browser software and be aware of the 
features and limitations of different browsers.

Most browser users, on the other hand, tend not to be quite as  up-to- date with new 
browser releases as developers would wish. Even browsers that are capable of automatically 
updating themselves to the latest version often require the user to authorize the upgrade first. 
Many users actually find these notifications distracting to what they’re trying to achieve in 
their web browser then and there, and so they tend to put off the upgrade.

As developers, we must be aware and acknowledge that there are many different web 
browsers and versions of web browsers in the world (some 10,000 different versions in total, 
and counting). We have no control over which particular piece of software the end user is 
using to browse our pages, nor should we.

What we do know from browser statistics sites, such as Net Applications’ Market Share 
( ), is that the five main web browsers in the world today are 

These five browsers account for around 99% of all access to web pages through the desktop. 
However, just relying on testing in these browsers misses out on the burgeoning market in 
mobile web browsing, for example, so it is worth staying  up-to- date with the latest progress in 
the web browser market.

Testing your pages across a multitude of browsers and operating systems allows you to 
locate the portions of your code that cause different browsers to interpret it in different ways. 
Minimizing these differences is one of the hardest tasks for any web developer and separates 
this role from most other  software- related professions. This is a task that needs to be attacked 
from the  get- go of a new project, as leaving it until too late can result in frantic midnight cod-
ing sessions and missed deadlines—never fun!

template or outline of the site before writing any  page- specific code. Then test this  bare- bones 
structure in as wide a range of browsers on as many different operating systems, and with as 
varied a range of monitor and window sizes, as possible. Tweak the code to ensure the tem-
plate displays correctly before adding any  page- specific code or content. 
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A particular source of variation is in the different interpretations of color within browsers. 
Some support the reading of color profile information from image files; some don’t support 

same image or color can appear slightly different in various browsers, so it’s worth checking 
that your design doesn’t cause color mismatching to occur between objects on your page.

You should build and test individual page components one at a time in as many browsers 
as possible during development. Again, by bringing most of the testing  up- front to coincide 
with development, you will experience fewer problems later on and have fewer bugs to squish. 
By the end of a project, developers are often feeling the pressure of  last- minute client requests 
for changes, so minimizing bugs by this stage in the proceedings is a smart idea.

Assume Support for HTML Only
Your HTML markup must be visible and operate functionally in any available browser, device, 

 plug- ins provide additional content, layout, or functionality over and above the HTML, the 
end users should be able to access the content and a functional equivalent of the behavior in 
a sensible way, without reliance on these technologies. For example, if you’re using a Flash 
movie to provide an animated navigation menu for your site, you need to ensure the same 
navigation is available through HTML; otherwise, you are preventing a whole group of users 
from accessing your site.

Obviously, this has a massive impact on the way you develop your web pages. You will 
build from the HTML foundations upward, ensuring no functionality gets lost when certain 
browser features are switched off or are nonexistent. Each “layer” of code should be unob-

markup—each should be in a separate file and stand alone.
In the context of modern web applications, which are often written in such a way so that 

the need for the page to refresh when sending a form. In this case, you must ensure that the 

than a requirement.
You might hear this principle called progressive enhancement, referring to the adding or 

layering of extra functionality on top of the HTML, or graceful degradation, referring to the fact 
that the removal of features from the browser always results in a working web page. It is the 
central principle of what is termed accessibility, which refers to providing access to a web page 
regardless of browser or device.

This principle is best understood through  real- life examples, so let’s go through two of 
them now.

First, suppose that in your web application, you have a button that, when clicked, 
launches a login modal dialog box within the page, as shown in  Figure 1-1. After the user fills 

-
tials to the server, and then to perform a refresh of certain page elements, instead of the entire 
page, based on the user’s  logged- in status as shown in  Figure 1-2.



CHAPTER 1   BUILDING A SOLID FOUNDATION10

 Figure 1-1. A  modal- style login box

 Figure 1-2. Successful login, loaded without a refresh if JavaScript is enabled
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structured such that the user would be taken to a separate page with the login form. Submit-
ting this form would post the data back to the server, causing a refresh, and the  server- side 
code would decide which page to send according to the user’s status—either successfully 
logged in or not logged in. In this way, both scenarios are made to be functionally equivalent, 
although their user flow and creative treatment could potentially be different.

As another example, suppose you have a page that contains a form used for collecting 
payment information for an online booking system. Within this form, depending on the type 
of credit card selected, you would like certain fields to display only if the user selects a credit 

as shown in  Figure 1-4. For instance, 
the Issue Number field is applicable only to debit cards, and perhaps you want to display the 
Valid from Date fields only for cards from certain suppliers. You probably also want to make it 

the user performs certain actions within the browser, and we are able to assign code to execute 
when these events are fired. We even have the power to cancel the event, meaning that if the 
user attempted to submit a form, for example, we could cancel that submission if we decided 
that form wasn’t suitable for submission because it had failed some validation tests.

the user selects a different radio button option. When this event is fired, we can execute a 
piece of code that, depending on the card type selected, shows or hides the desired fields. 

 Figure 1-3. A payment card form showing credit card fields
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 Figure 1-4. A payment card form showing debit card fields

We also listen for the submit event of the form to fire and, when it does, we run a small 
 

submission to fail if we decide the values entered are not up to scratch.
Now what happens when someone visits your web page with a browser that doesn’t sup-

in order to instantiate a change to the appearance of the page, the form must be submitted to 
the server to allow the server to perform the kind of processing you had been performing using 

In terms of usability, you might consider it odd to ask the users to submit the form after 
they have selected their card type, as the fields are already displayed below. Probably the ideal 
way to structure your page in this case is to have all of the fields existing in the page’s HTML, 
and simply allow the users to fill in the information they have available on their card. When 
they finally submit the form, the processing that exists on the server can validate their card 
data and check whether they have entered a valid date, and if there is an error, reload the page 
displaying an error message.

Name and Group Folders and Files Consistently
By establishing rules and conventions regarding the naming of folders, files, and their 
contents, you make the task of locating files and code a lot easier for yourself and other devel-
opers. The task of maintenance and future additions is made simpler with a consistent naming 
convention, ensuring developers always know how to name their assets. See the “Structuring 
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Your Folders, Files, and Assets” section later in this chapter for some examples of directory 
structures you might adopt.

Maintain a Tidy Code Base
You should ensure that the files and code associated with a project are the only ones necessary 
for the web site to do its job—no more and no less. Over time, certain files may be superseded 

I recommend that you purge all redundant files, folders, and code from your code base 
on a regular basis during development. This reduces the size of the project, which aids com-
prehension of the code by other developers and ensures the end users of your site are not 
downloading files that are never used, consuming bandwidth that they could potentially be 
paying for.

To avoid problems with the accidental deletion of files or the situation where you later 
require files you’ve deleted, you should consider using a source code management system. 
Such a system will keep backups of changes made to project files and ensure you can always 
revert to a previous version of a particular folder or file—even a deleted one. See the “Storing 

section later in this chapter for more information.

Design Your Code for Performance
Your site visitors, whether they realize it or not, demand a responsive user interface on the 
Web. If a button is clicked, the users expect some kind of reaction to indicate that their action 
was recognized and is being acted upon. 

of the end user’s machine or device. Your code needs to be lightweight and efficient so it 
downloads quickly, displays correctly, and reacts promptly. Part 2 of this book focuses on per-
formance and explains how you can make your code lighter, leaner, and faster for the benefit 
of your end users.

Don’t Use Technology for Its Own Sake
Within the wider web development community, you will often hear hype about new technolo-
gies that will make your web pages better in some way. Most recently, this hype has focused 
around the -

can be less frequent. This became the favorite technique to be used by web developers on any 
new project.

The problem is that sites were built so that they worked only with the Ajax technique, and so 

with some mobile web browsers, users with restrictions in place in their office environment, 
users with special browser requirements due to a disability, and external robots such as search 
engine spiders—could not access the information that would normally have been provided 

users with capable browsers were finding that if they remained on certain sites that relied heav-
ily on the Ajax technique, eventually their browser would become slow or unresponsive. Some 
web developers, keen to jump onboard the new craze, forgot to code in a way that would prevent 
memory leaks from occurring in the browser.
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Build your sites on sound foundations and solid principles, ensuring you test and push 
new technologies to usable limits before deciding they are a good choice for your project. 

 and how to deal with memory leaks in 

Markup Best Practice: Semantic HTML
HTML or XHTML forms the basic foundation of every web page. Technically, these are the 
only web standards that need to be supported by all web browsers and user agents out there 
in the wild. The term semantic in this context refers to applying the correct tags to match the 
meaning behind the content (according to the dictionary, the word semantic literally means 
meaning).

Knowledge of as many of the HTML/XHTML tags and attributes as possible will put you 
in good stead. Make sure that your content is marked up with exactly the right tag for the con-
tent it encompasses: table tags for tabular data, heading tags for section headlines, and so on. 
The more meaning you are able to give your content, the more capable web browsers, search 
engine spiders, and other software will be at interpreting your content in the intended way.

It is advisable to include all semantic information in your markup for a page, even if 

guideline is that you should code your markup according to how it would sound if read aloud. 
Imagine the tag name were read aloud, followed by the contents of that tag. In fact, this is how 
most screen reader browsers work, providing audio descriptions of web pages for those with 
visual impairments.

For example, suppose you’ve built a web site for movie reviews, and you want to display 
an image that denotes the movie has scored four out of five possible stars. Now consider how 
you would want this information to be read aloud—something like, “rated four out of a pos-
sible five stars.” Say you put this text within the HTML, so that everyone can access it. But 
you don’t want this text to be displayed on the page; you want only the image of four stars 

 a  attribute to the tag sur-

image displayed according to a specified size. The style rules for hiding portions of text in a 
way that works for all browsers, including screen readers, are covered in the “Formatting Best 

this:

Learn the HTML Tags
If you’re an experienced web developer who has worked on multiple sites, and you’ve been 
marking up your content semantically, you’re already familiar with a whole host of tags: , 

, , , , and , to name a few. However, a number of less common tags are 
rarely at the forefront of developers’ minds. Without some of these tags, you risk marking up 
your documents in the wrong way, missing an opportunity to add meaning to your content for 
the benefit of your users, search engines, and others.
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The following are a few tags that add important meaning for the browser or end user, but 
are commonly forgotten:

: Abbreviation, used for marking up inline text as an abbreviation. In many browsers, 
hovering the mouse over the text reveals the unabbreviated version.

: Acronym, used for marking up inline text as an acronym. In many browsers, 
hovering the mouse over the text reveals the elongated version.

 for page. At first glance, you may think this tag should be 
used to mark up postal addresses listed on the page. However, that is an incorrect usage 
of the tag. It should be used only to mark up the contact details of the page author. (Of 
course, a postal address could be part of that information.)

: Long quotation. An important point to note about block quotes that often 
gets missed is that the tag may contain only  block- level elements. Therefore, the quote 
itself must, at the very least, be enclosed by a paragraph or other  block- level element.

 and : Inserted and deleted copy.  is used to show that one piece of con-
tent has been deleted.  shows that another piece has been inserted into a page. For 
example, these tags might be used on a blog post where the author has, after publication, 
returned to the piece and edited it to alter a particular sentence. The tags can be used 
to show this in a semantic way. Often, content within a  tag will be rendered in the 
browser as struck through with a line.

Keep these tags in mind as you code your pages. See if you can spot opportunities to work 
them into your markup to denote the correct meaning of your content.

Tip Keep a reference list of tags and attributes on hand when developing, and revise that list occasionally. 
A great online resource for XHTML tags and attributes can be found at .


