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Resource Acquisition Patterns

The Lookup (21) pattern describes how to find and access resources,
whether local or distributed, by using a lookup service as a mediating
instance.

The Lazy Acquisition (38) pattern defers resource acquisitions to the
latest possible time during system execution in order to optimize
resource use.

The Eager Acquisition (53) pattern describes how run-time acquisition
of resources can be made predictable and fast by eagerly acquiring
and initializing resources before their actual use.

The Partial Acquisition (66) pattern describes how to optimize
resource management by breaking up acquisition of a resource into
multiple stages. Each stage acquires part of the resource, dependent
upon system constraints such as available memory and the
availability of other resources.

Resource Lifecycle Patterns

The Caching (83) pattern describes how to avoid expensive re-
acquisition of resources by not releasing the resources immediately
after their use. The resources retain their identity, are kept in some
fast-access storage, and are re-used to avoid having to acquire them
again.

The Pooling (97) pattern describes how expensive acquisition and
release of resources can be avoided by recycling resources that are no
longer needed. Once the resources are recycled and pooled, they lose
their identity and state.

The Coordinator (111) pattern describes how to maintain system
consistency by coordinating the completion of tasks involving
multiple participants, each of which can include a resource, a
resource user and a resource provider. The pattern presents a
solution such that in a task involving multiple participants, either the
work done by all of the participants is completed or none are. This
ensures that the system always stays in a consistent state.

The Resource Lifecycle Manager (128) pattern decouples the
management of the lifecycle of resources from their use by
introducing a separate Resource Lifecycle Manager, whose sole
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responsibility is to manage and maintain the resources of an
application.

Resource Release Patterns

The Leasing (149) pattern simplifies resource release by associating
time-based leases with resources when they are acquired. The
resources are automatically released when the leases expire and are
not renewed.

The Evictor (168) pattern describes how and when to release
resources to optimize resource management. The pattern allows
different strategies to be configured to determine automatically which
resources should be released, as well as when those resources should
be released.
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Foreword by Frank Buschmann

I never thought this would happen: a new volume of the POSA series
is published and nobody from the original ‘Party of Five’ is on the
author list. Yet I am very proud that I was wrong! I am proud because
this book shows that a new generation of smart software engineers
has grown up and is actively contributing their experience to the
patterns community. I am proud because the book demonstrates that
the pattern idea is still thriving. And I am proud, of course, because
our original POSA vision from 1996 is still inspiring patterns authors
to build on our material and enhance, mature, and evolve it.

The topic chosen for this POSA volume is key for the success of almost
every software system: resource management. This may appear
obvious, but only a decade ago many developers thought resource
management was of concern only in the embedded systems domain.
In the desktop and enterprise spheres only a few developers paid
attention to the topic. Why care about resources like memory, for
example—if you run out of it, you can simply upgrade your machine.
I must admit that in the earlier days of my career I had a similar
perspective: resources were just ‘there’ and unlimited. How wrong I
was! Fortunately I shot myself in the foot and quickly learned my
lesson.

Today few developers ignore the importance of resource management.
With the advent of component-based systems, application servers,
and the growing complexity and size of the applications running on
our computers, it is realized that managing resources carefully can
make a significant difference to the quality of a software system.
Resources such as memory, CPU power, threads, connections, and so
on are limited even on the biggest servers. Yet these servers are
expected to provide a high quality of service to all their users, even if
they are accessed by zillions of users simultaneously. This conflict is
only resolvable if the server’s resources are managed explicitly and
with care. However, the term ‘resource’ is not limited to low-level
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things like memory or connections. In today’s networked computing
world, resources can also include components and services that are
used remotely by client applications. Multiple client applications
often compete for access to these components and services. Ensuring
that all clients are served sufficiently well is the subject of appropriate
resource management.

However, acknowledging the importance of resource management
and doing it well are two different things. Effective resource
management is both difficult and challenging. If you do it well, your
applications will be efficient, stable, scalable, predictable, and
accessible. If you do it badly, your applications will at best provide
very limited operational quality. At worst they will just fail—it is as
simple as that. Allowing a container to do resource management is
not always a solution, because many software systems cannot afford
such infrastructures. Even if using a container is a feasible option,
you need to understand how its resource management works to be
able to build high quality systems. Many applications using
containers fail simply because of lack of understanding.

How can you acquire this understanding? What sources can you
mine for the challenges in resource management, the solutions to
master these challenges, and the do’s and don’t associated with the
solutions? One such source is the book you are holding, the third
volume of the POSA series. It presents experiences and solutions in
resource management gained over many years. All such experiences
and solutions have proved their quality in active duty in countless
well-known applications and middleware. Capturing these
experiences and solutions as patterns makes them accessible to every
software developer. Novices can learn about the fundamental
concerns and solutions in resource management, while experts can
cross-check and evaluate alternative solutions and read about details
of a particular solution. I am unaware of any other literature on
resource management that is equally comprehensive. 

As said at the beginning: I am proud of this book. If you read it, you
will know why.

Frank Buschmann
Siemens AG, Corporate Technology
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Foreword by Steve Vinoski

If you’ve been a software developer for any appreciable length of time,
you have almost certainly experienced what I call the ‘stroll down
computer memory lane’. This event occurs regularly when developers
get together in a social setting, such as having lunch together. It
starts out innocently enough, with one of the developers describing a
recent run-in with an especially difficult problem. Not to be outdone,
another developer chimes in with a story detailing the conquest of an
even worse problem. From there, each new story attempts to outdo
the last, until only the old-timers are left speaking about primitive
machines that had to be programmed with punch cards or toggle
switches and had only a few bytes of RAM. I am waiting for the day
that during a stroll down computer memory lane, someone tries to
convince me that back when he or she started programming, there
were only zeros to program with, and no ones!

Developers are able to compare stories in the manner described above
because programming inherently requires many trade-offs.
Applications have to share computing resources with other
applications. Memory space and disk storage are not infinite. CPUs
can process only a certain number of instructions per second. Disk
and device I/O can take a relatively long time. Establishing database
connections and network connections can be expensive in terms of
time and resources. Throughout the history of electronic computing,
tremendous advances have been made in hardware, operating
systems, middleware, and applications. Unfortunately, despite these
advances, programming remains very much an art of choosing the
right trade-offs to maximize the effectiveness of the overall computing
solution.

All applications manage resources of some kind, such as memory,
connections to networks or databases, or threads. However, there is
a marked difference between applications that are written and tuned
to manage resources well and those that aren’t. Ignoring resource
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management is not a problem for simple applications that run only
occasionally for brief periods of time, such as basic command-line
utilities or configuration GUIs. However, a lack of focus on resource
management is a recipe for failure when developing long-running
applications that must be robust, high performance, and scalable,
such as Web servers, application servers, and notification systems.

The patterns in this book are about resource management. Generally,
resources can be acquired, managed, and released, and the patterns
presented here specifically target those three areas. These are the
primary areas that can have a profound influence on the overall
performance, size, scalability, and durability of a running
application. For example, many applications acquire memory from
the heap. For an application like a Web or application server, every
individual heap memory allocation made in the request-handling
code path decreases the server’s performance and scalability, due to
the cost of invoking the heap manager and the cost of acquiring and
releasing mutexes needed to protect the heap for concurrent access.
Such an application might instead apply a pattern such as Partial
Acquisition to eagerly acquire as many resources as possible before
entering the request code path, and apply the Caching or Pooling
patterns to keep the resources around for the next request, rather
than releasing them and later reacquiring them. Even experienced
developers can be pleasantly surprised by the degree to which
applying the right combination of resource management patterns can
positively impact the performance and scalability of an application.

This book continues with the POSA tradition of emphasizing practical
solutions. I especially like the fact that each pattern in this book
includes a fairly detailed section describing implementation issues,
as well as a section that provides an extensive list of known
applications of the pattern. In addition, there are two chapters
describing detailed case studies that show not only how the patterns
might be applied to real-world applications, but also how the patterns
relate to each other within such applications. Patterns are, after all,
descriptions of approaches that have been proven to work in real
applications, and the fact that the authors have so effectively tied
them back to their sources and influences ensures that the patterns
maintain that important connection with the real world.
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Software patterns generally help us decide what trade-offs to make in
our architectures and designs, and where to make them.
Programming is, after all, a human endeavor, and patterns raise the
levels of abstraction and communication that teams use to socialize
their architectures and designs. As a long-time middleware architect,
designer, and implementer, I have at one time or another successfully
applied each of the patterns that Prashant and Michael present here.
Unfortunately, I did so before the approaches were captured as
patterns, which means that my teammates and I spent many hours
devising our own variations, implementing them, measuring them to
determine their trade-offs, and refining and tuning them based on
our measurements. Now, because Michael and Prashant have clearly
and comprehensively documented these approaches as a pattern
language, you and your teammates can more easily discuss them and
understand what they’re good for, determine the best circumstances
under which to apply them, and understand the forces you need to
concern yourselves with when implementing them.

Armed with the knowledge of these resource management patterns
and good performance measurement tools, you’ll be pleasantly
surprised at how quickly and easily you can take an application with
only mediocre performance and scalability and turn it into something
that races along instead. With these kinds of skills, your stories at the
next stroll down computer memory lane will impress even the old-
timers.

Steve Vinoski
Chief Engineer, Product Innovation

IONA Technologies
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About This Book

This is a book about patterns for resource management in software
systems. The patterns provide solutions for problems that are
typically encountered by software architects and developers when
trying to provide an effective and efficient means of managing
resources in a software system. Efficient management of resources is
critical in the execution of any kind of software. From embedded
software in a mobile device to software in a large enterprise server, it
is important that resources, such as memory, threading, files, or
network connections, are managed efficiently to allow the systems to
function properly and effectively.

The first volume of the Pattern Oriented Software Architecture (POSA)
series [POSA1] introduced a broad-spectrum of general-purpose
patterns in software design and architecture. The second volume of
the series [POSA2] narrowed the focus to fundamental patterns for
building sophisticated concurrent and networked software systems
and applications. This volume uses patterns to present techniques for
implementing effective resource management in a system.

The patterns in this book are covered in detail and make use of
several examples. As with the previous POSA volumes, the book
provides directions to the readers on how to implement the patterns
presented. Additionally, the volume presents a thorough introduction
to resource management, and two case studies, in which the patterns
are applied to two different domains. The patterns presented are
independent of any implementation technique, such as .NET, Java or
C++, even though the examples are given in Java and C++. The
patterns are grouped by different areas of resource management, and
hence address the complete lifecycle of resources: resource
acquisition, resource lifecycle and resource release.

The patterns in the book provide an extensive coverage of the sphere
of resource management. We began documenting these patterns
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several years ago based on our experiences of building many different
software systems. Most of the patterns have been presented or
workshopped at leading conferences. However, what we felt was
missing was an effort to pull the patterns together in the form of a
pattern language and present it in such a way that the pattern
language can be applied to multiple domains. 

The scope of resource management is vast. The challenges that are
faced by system designers and developers dealing with the
management of resources are constantly changing as new
technologies emerge. We anticipate that additional patterns in
resource management will be discovered and documented with time.
The Concluding Remarks chapter of this book talks about what lies
ahead in the effort to evolve the resource management pattern
language.

Intended Audience

This book is for all software architects, designers, and developers.
They can use the patterns described in the book to solve the
challenges in resource management that every typical software
system faces. 

The book will also be useful to students of computer science, as it can
provide them with a broad overview of the available best practices in
resource management.

Structure of the Book

The book is divided into two parts. The first part provides an
introduction to the topic of resource management and the patterns in
resource management. The patterns presented in the first part have
been grouped into three chapters, Resource Acquisition, Resource
Lifecycle, and Resource Release, to correspond with the typical
lifecycle of resources. The second part of the book applies the
patterns to two case studies.

While the first part of the book looks at resource management from a
problem domain perspective, the second part of the book does so from
an application domain perspective. The patterns in this book are not
isolated. In fact, throughout our coverage of resource management
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patterns, we make extensive references to other related and relevant
patterns. For each such pattern, we have included thumbnail
descriptions in the Referenced Patterns chapter.

The book contains many examples of the use of the patterns. While
the patterns use individual examples, each case study chapter uses
a single example in a particular domain to tie all the patterns
together. This acts as a running example by presenting problems in
that particular domain and uses the individual patterns together to
address the problems presented. This approach allows us to prove the
broad applicability of the patterns while still showing how they
connect together.

The first chapter, Introduction, formally introduces the topic of
resource management in software systems and defines its scope. The
chapter describes why managing resources in software systems
effectively and efficiently is challenging. It also introduces patterns
and shows how they can be used to address the challenges of
resource management.

Chapter 2, Resource Acquisition, describes patterns that address the
forces affecting the acquisition of resources. Resources must be
acquired before they can be used. However, acquisition of resources
should not degrade system performance, nor should it produce any
bottlenecks. For large resources or resources that become available
only in parts, the adaptation of the resource acquisition strategy is
essential.

Chapter 3, Resource Lifecycle, describes patterns that resolve forces
affecting the lifecycle of resources. Resources can have very different
lifecycles. For example, some resources are both heavily and
frequently used, while others may only be used once. When a
resource is no longer needed, it can be released. However,
determining when to release a resource is not trivial. Explicit control
of the lifecycle of a resource can be tedious and error-prone. To
address this problem, automated resource management techniques
are needed. In addition, in certain architectures such as distributed
systems, multiple resources have to work together to achieve a higher
common goal. As every resource can potentially be managed by its
own thread of control, the collaboration and integration of multiple
resources needs to be coordinated.
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Chapter 4, Resource Release, describes patterns that deal with the
efficient and effective release of resources. Resources no longer
needed should be returned to the resource environment to optimize
system performance and allow other users to acquire them. However,
if a released resource needs to be used again by the same resource
user, the resource must be re-acquired, impacting performance. The
challenge is to find the right balance and to determine when to release
resources. Furthermore, explicit invocation of resource management
operations, such as the release of a resource, is tedious. How can the
management effort be kept at a minimum while ensuring high
efficiency and scalability?

In Chapter 5, Guidelines for Applying Resource Management, we
present guidelines for applying resource management, which
describe a recipe for applying the resource management pattern
language to a particular domain effectively. 

Chapter 6, Case Study: Ad Hoc Networking, shows how an ad hoc
networking application can be built and its resource management
requirements addressed using the patterns we describe. 

Chapter 7, Case Study: Mobile Network, ties all the patterns into a
pattern language, and uses that pattern language to address the
requirements of a case study in the telecommunications domain. 

In Chapter 8, The Past, Present, and Future of Patterns, Frank
Buschmann continues the tradition of looking back at the forecasts
about ‘where patterns are going’ made in the earlier POSA volume. He
further analyzes where patterns are now, and makes predictions
about the future of patterns.

Chapter 9, Concluding Remarks, completes the main content of the
book. This chapter includes an analysis of what future work in the
area of resource management might include.

Referenced Patterns documents all the patterns we reference as
thumbnails, and Notations contains a key to all the notations that we
use in this book.

For supplementary material, we encourage you to visit our Web site
at http://www.posa3.org. The site contains all the source code that we
present in the patterns, together with updates to the patterns
themselves. The site also contains any additions to the resource
management pattern language that have been made over time.

POSA3.book  Page xx  Monday, March 22, 2004  6:21 PM



About This Book xxi

If you have any comments, constructive criticism, or suggestions for
improvement, please send them to us via e-mail to authors@posa3.org.

Guide to the Reader

This book is constructed so that you can read it from cover to cover.
If you know what you want to achieve, however, you may want to
choose your own route through the book. In this case, the following
hints can help you decide which topics to focus on and the order in
which to read them:

• To see how individual patterns can be used in practice and how
they work together, start with the problem and solution sections of
the patterns, then continue with the case studies in Chapters 6
and 7.

• To get a feeling for the broad applicability of the pattern language,
look for the abstracts and known uses of each pattern in Chapters
2 to 4.

• To see how the resource management pattern language fits into
existing patterns work, especially those that touch on the area of
resource management, refer to Section 1.5, Related Work.

We summarize the pattern language inside the front and back covers.
Inside the front cover, we present a quick overview of the pattern
language by listing the abstracts of all patterns. Inside the back cover,
we present a pattern map illustrating the relationships between the
patterns.
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1 Introduction

“A common mistake that people make
when trying to design something completely foolproof

is to underestimate the ingenuity of complete fools.”

Douglas Adams

A resource is an entity that is available in limited supply such that
there exists a requestor, the resource user, that needs the entity to
perform a function, and there exists a mechanism, the resource
provider, that provides the entity on request. In the context of
software systems, a resource can include, among other things,
memory, synchronization primitives, file handles, network
connections, security tokens, database sessions, and local as well as
distributed services. A resource can be anything from a heavyweight
object such as an application server component [VSW02] to a fine-
grained lightweight object such as a file handle.

Determining what is a resource can sometimes be challenging. For
example, in programming environments an image, such as a JPEG or
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2 Introduction

GIF file, is often referred to as a resource. In reality, however, there
are no acquisition and release semantics defined for an image—
instead, it is the data that makes up the image that constitutes a
resource. Therefore a more accurate representation would be to treat
the memory an image is using as a resource, which needs to be
acquired when the image is loaded and released when the image is no
longer needed. 

There are numerous ways of categorizing resources. In the simplest,
resources can be viewed as either reusable or non-reusable. Reusable
resources typically are acquired from a resource provider, used and
then released. Once the resources have been released they can be
acquired and used again. An example of a reusable resource is
memory that is allocated by and released to the operating system.
Other examples of reusable resources include file handles and
threads. Reusable resources are the most important form of resource,
because the resource provider typically only has a limited number of
resources, and therefore reusing resources that are not consumed
makes logical sense. In contrast, non-reusable resources are
consumed, and therefore once acquired are either not released, or
their release is implicit. An example of a non-reusable resource is
processing time in a computing grid [Grid04]—once the processing
time is acquired and used, it is gone and cannot be returned.

A different method of categorizing resources is based on how the
resources are accessed or used. A resource, once acquired, can be
concurrently used either by multiple users or a single user. Examples
of resources that are concurrently accessible by multiple users
include services, queues, and databases. If a resource that can be
concurrently accessed by multiple users has changeable state, then
access to that resource needs to be synchronized. On the other hand,
if a resource that can be concurrently accessed by multiple users
does not have state, then no synchronization is needed. An example
of a resource that does not need synchronization is a stateless session
bean of a J2EE EJB [Sun04b] application server. On the other hand,
a network communication socket is an example of a resource that
needs synchronization. A resource that can be concurrently accessed
by multiple users need not be acquired explicitly by each user.
Instead, resource users can share references to the resource, such
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